1.概述

Apache Beam is an open source, unified model for defining both batch and streaming data-parallel processing pipelines. Using one of the open source Beam SDKs, you build a program that defines the pipeline. The pipeline is then executed by one of Beam’s supported **distributed processing back-ends**, which include [Apache Apex](http://apex.apache.org/), [Apache Flink](http://flink.apache.org/), [Apache Spark](http://spark.apache.org/), and [Google Cloud Dataflow](https://cloud.google.com/dataflow).

Beam is particularly useful for [Embarrassingly Parallel](http://en.wikipedia.org/wiki/Embarassingly_parallel) data processing tasks, in which the problem can be decomposed into many smaller bundles of data that can be processed independently and in parallel. You can also use Beam for Extract, Transform, and Load (ETL) tasks and pure data integration. These tasks are useful for moving data between different storage media and data sources, transforming data into a more desirable format, or loading data onto a new system.

Apache Beam 是一款开源的分布式计算框架，采用统一的模型定义批处理与流式数据并行处理管道。可以在Apache Spark、Flink、Apex和Google Dataflow上运行。

To use Beam, you need to first create a driver program using the classes in one of the Beam SDKs. Your driver program *defines* your pipeline, including all of the inputs, transforms, and outputs; it also sets execution options for your pipeline (typically passed in using command-line options). These include the Pipeline Runner, which, in turn, determines what back-end your pipeline will run on.

要使用Beam, 您首先需要使用一种Beam SDK（可以是Java版本、Python版本或其他语言版本）中类创建一个驱动程序。在你的驱动程序中定义管道(Pipeline), 包括所有输入(Inputs)、转换(Transforms)和输出(Outputs)；同时，它还为管道(Pipeline)设置执行选项 (通常使用命令行选项传递)。其中包括管道运行器（Pipeline Runner）, 它反过来又决定了管道(Pipeline)将在哪种后台(支持Spark、Apex、Flink等分布式计算平台)运行。

The Beam SDKs provide a number of abstractions that simplify the mechanics of large-scale distributed data processing. The same Beam abstractions work with both batch and streaming data sources. When you create your Beam pipeline, you can think about your data processing task in terms of these abstractions. They include:

Beam SDKs提供了许多抽象来简化大规模分布式数据处理的机制。相同的Beam抽象在批处理和流数据源中都起作用。当你创建Beam管道(Pipeline)时, 可以根据这些抽象来考虑你的数据处理任务。主要包括:

* Pipeline: A Pipeline encapsulates your entire data processing task, from start to finish. This includes reading input data, transforming that data, and writing output data. All Beam driver programs must create a Pipeline. When you create the Pipeline, you must also specify the execution options that tell the Pipeline where and how to run.
* Pipeline: 封装从开始到完成的整个数据处理任务，包括读取输入数据、转换数据和输出数据。所有Beam驱动程序都必须创建一个管道(Pipeline)。创建管道(Pipeline)时, 还必须指定执行选项(Execution Options), 以指示管道(Pipeline)在何处以及如何运行。
* PCollection: A PCollection represents a distributed data set that your Beam pipeline operates on. The data set can be *bounded*, meaning it comes from a fixed source like a file, or *unbounded*, meaning it comes from a continuously updating source via a subscription or other mechanism. Your pipeline typically creates an initial PCollection by reading data from an external data source, but you can also create a PCollection from in-memory data within your driver program. From there, PCollections are the inputs and outputs for each step in your pipeline.
* PCollection: 表示Beam管道所运行的分布式数据集(Distributed Data Set)。数据集可以是有界的, 这意味着它可以来自一个固定的源, 如文件, 或者是无界的, 这意味着它可以来自于通过订阅或其他机制不断更新的源。管道通常通过从外部数据源读取数据来创建初始化PCollection, 但也可以从驱动程序中的内存数据来创建 PCollection。PCollections 是管道中每一步的输入和输出。
* PTransform: A PTransform represents a data processing operation, or a step, in your pipeline. Every PTransform takes one or more PCollection objects as input, performs a processing function that you provide on the elements of that PCollection, and produces zero or more output PCollection objects.
* PTransform: 表示管道中的一个数据处理操作或步骤。每个PTransform 都将一个或多个PCollection对象作为输入, 执行您在该PCollection元素上提供的处理函数, 并生成零个或多个PCollection对象输出。
* I/O transforms: Beam comes with a number of “IOs” - library PTransforms that read or write data to various external storage systems.
* I/O转换: Bean附带了许多输入输出库的 PTransforms, 它们可以从各种外部存储系统中读取或写入数据。

A typical Beam driver program works as follows:

一个典型的Beam驱动程序的工作流程如下:

* Create a Pipeline object and set the pipeline execution options, including the Pipeline Runner.
* 创建管道对象, 并设置管道执行选项, 包括管道运行器。
* Create an initial PCollection for pipeline data, either using the IOs to read data from an external storage system, or using a Create transform to build a PCollection from in-memory data.
* 为管道数据创建初始PCollection，方法是使用 IOs 从外部存储系统读取数据, 或者使用创建转换从内存中的数据生成PCollection。
* Apply **PTransforms** to each PCollection. Transforms can change, filter, group, analyze, or otherwise process the elements in a PCollection. A transform creates a new output PCollection *without consuming the input collection*. A typical pipeline applies subsequent transforms to the each new output PCollection in turn until processing is complete. However, note that a pipeline does not have to be a single straight line of transforms applied one after another: think of PCollections as variables and PTransforms as functions applied to these variables: the shape of the pipeline can be an arbitrarily complex processing graph.
* 将PTransforms 应用于每个PCollection。转换可以更改、筛选、分组、分析或以其他方式处理PCollection中的元素。转换创建新的输出PCollection而不消耗输入集合。典型管道依次将后续转换应用于每个新的输出PCollection, 直到处理完成为止。但是, 请注意管道不必是一个接一个地应用的直线变换， 将PCollections 作为变量并将PTransforms 作为应用于这些变量的函数，管道的形状可以是任意复杂的处理图。
* Use IOs to write the final, transformed PCollection(s) to an external source.
* 使用 IOs 将最终的、转换后的 PCollection 写入外部源。
* **Run** the pipeline using the designated Pipeline Runner.
* 使用指定的管道运行器运行管道。

When you run your Beam driver program, the Pipeline Runner that you designate constructs a **workflow graph** of your pipeline based on the PCollection objects you’ve created and transforms that you’ve applied. That graph is then executed using the appropriate distributed processing back-end, becoming an asynchronous “job” (or equivalent) on that back-end.

运行Beam驱动程序时, 指定的管道运行器根据你创建的PCollection对象和已应用的转换来构造管道的工作流图 (Workflow Graph)。然后，使用适当的分布式处理后台执行该图, 成为该后台的等效的异步作业。

## 2. 创建管道

The Pipeline abstraction encapsulates all the data and steps in your data processing task. Your Beam driver program typically starts by constructing a [Pipeline](https://beam.apache.org/documentation/sdks/javadoc/2.4.0/index.html?org/apache/beam/sdk/Pipeline.html) [Pipeline](https://github.com/apache/beam/blob/master/sdks/python/apache_beam/pipeline.py) object, and then using that object as the basis for creating the pipeline’s data sets as PCollections and its operations as Transforms.

管道抽象封装数据处理任务中的所有数据和步骤。Beam驱动程序通常是通过构造管道对象来启动的, 然后使用该对象作为创建管道数据集PCollections 及其操作变换的基础。

To use Beam, your driver program must first create an instance of the Beam SDK class Pipeline (typically in the main() function). When you create your Pipeline, you’ll also need to set some **configuration options**. You can set your pipeline’s configuration options programatically, but it’s ofte-n easier to set the options ahead of time (or read them from the command line) and pass them to the Pipeline object when you create the object.

要使用Beam, 驱动程序必须首先创建Beam SDK类Pipeline的实例 (通常在主函数中)。创建管道时, 还需要设置一些配置选项。可以通过编程的方式设置管道的配置选项；但通常更容易提前设置选项 (或从命令行读取它们), 并在创建对象时将它们传递给管道对象。

*// Start by defining the options for the pipeline.*

PipelineOptions options **=** PipelineOptionsFactory**.**create**();**

*// Then create the pipeline.*

Pipeline p **=** Pipeline**.**create**(**options**);**

### 2.1.配置管道选项

Use the pipeline options to configure different aspects of your pipeline, such as the pipeline runner that will execute your pipeline and any runner-specific configuration required by the chosen runner. Your pipeline options will potentially include information such as your project ID or a location for storing files.

使用管道选项可以配置管道的不同方面, 例如将执行管道的管道运行器以及所选的运行器所需的任何特定配置。管道选项可能包含诸如项目ID或存储文件的位置等信息。

When you run the pipeline on a runner of your choice, a copy of the PipelineOptions will be available to your code. For example, you can read PipelineOptions from a DoFn’s Context.

当你在选择的运行器上运行管道时，管道选项( PipelineOptions)的副本将可用于你的代码。例如, 你可以从 DoFn 的上下文中读取管道选项( PipelineOptions)。

#### 2.1.1.从命令行参数设置管道选项

While you can configure your pipeline by creating a PipelineOptions object and setting the fields directly, the Beam SDKs include a command-line parser that you can use to set fields in PipelineOptions using command-line arguments.

虽然可以通过创建PipelineOptions对象后直接设置其字段来配置管道, 但Beam SDK包括了一个命令行分析器, 可用于使用命令行参数在PipelineOptions 中设置字段。

To read options from the command-line, construct your PipelineOptions object as demonstrated in the following example code:

若要从命令行读取选项, 构造 PipelineOptions对象, 如下面的示例代码所示:

MyOptions options **=** PipelineOptionsFactory**.**fromArgs**(**args**).**withValidation**().**create**();**

This interprets command-line arguments that follow the format:

这将解释遵循以下格式的命令行参数:

--<option>=<value>

**Note:** Appending the method .withValidation will check for required command-line arguments and validate argument values.

Building your PipelineOptions this way lets you specify any of the options as a command-line argument.

**注意**: 追加方法.withValidation将检查所需的命令行参数并验证参数值。通过这种方式构建的PipelineOptions, 可以将任何选项指定为命令行参数。

#### 2.1.2.创建自定义选项

You can add your own custom options in addition to the standard PipelineOptions. To add your own options, define an interface with getter and setter methods for each option, as in the following example:

除了标准PipelineOptions之外, 你还可以添加自己的自定义选项。要添加你自己的选项, 需要为每个选项定义一个带有getter和setter方法的接口, 如下面的示例所示:

**public** **interface** **MyOptions** **extends** PipelineOptions **{**

String **getMyCustomOption();**

**void** **setMyCustomOption(**String myCustomOption**);**

**}**

You can also specify a description, which appears when a user passes --help as a command-line argument, and a default value.

你还可以指定一段描述，当用户传入--help作为命令行参数的时候显示，也可以指定默认值。

You set the description and default value using annotations, as follows:

使用注释设置描述和默认值, 如下所示:

**public** **interface** **MyOptions** **extends** PipelineOptions **{**

@Description**(**"My custom command line argument."**)**

@Default**.**String**(**"DEFAULT"**)**

String **getMyCustomOption();**

**void** **setMyCustomOption(**String myCustomOption**);**

**}**

It’s recommended that you register your interface with PipelineOptionsFactory and then pass the interface when creating the PipelineOptions object. When you register your interface with PipelineOptionsFactory, the --help can find your custom options interface and add it to the output of the --help command. PipelineOptionsFactory will also validate that your custom options are compatible with all other registered options.

建议使用PipelineOptionsFactory 注册你自动定义的管道选项接口, 然后在创建 PipelineOptions对象时传递该接口。当你向PipelineOptionsFactory 注册了接口后,--help可以找到你的自定义选项接口并将其添加到--help 命令的输出中。PipelineOptionsFactory 还将验证你的自定义选项是否与所有其他注册选项兼容。

The following example code shows how to register your custom options interface with PipelineOptionsFactory:

下面的代码示例演示如何使用 PipelineOptionsFactory 注册自定义选项接口:

PipelineOptionsFactory**.**register**(**MyOptions**.**class**);**

MyOptions options **=** PipelineOptionsFactory**.**fromArgs**(**args**)**

**.**withValidation**()**

**.**as**(**MyOptions**.**class**);**

Now your pipeline can accept --myCustomOption=value as a command-line argument.

现在你的管道就可以接受--myCustomOption=value作为命令行参数了。

## 3. PCollections

The [PCollection](https://beam.apache.org/documentation/sdks/javadoc/2.4.0/index.html?org/apache/beam/sdk/values/PCollection.html) PCollection abstraction represents a potentially distributed, multi-element data set. You can think of a PCollection as “pipeline” data; Beam transforms use PCollection objects as inputs and outputs. As such, if you want to work with data in your pipeline, it must be in the form of a PCollection.

PCollectio抽象表示一个潜在的分布式多元素数据集。你可以认为PCollection就是 "管道" 数据;Beam变换使用PCollection对象作为输入和输出。因此, 如果要处理管道中的数据, 它必须是PCollection的形式。

After you’ve created your Pipeline, you’ll need to begin by creating at least one PCollection in some form. The PCollection you create serves as the input for the first operation in your pipeline.

创建管道后, 首先需要以某种方式创建至少一个PCollection。创建的 PCollection 作为管道中第一个操作的输入。

### 3.1. 创建PCollection

You create a PCollection by either reading data from an external source using Beam’s [Source API](https://beam.apache.org/documentation/programming-guide/#pipeline-io), or you can create a PCollection of data stored in an in-memory collection class in your driver program. The former is typically how a production pipeline would ingest data; Beam’s Source APIs contain adapters to help you read from external sources like large cloud-based files, databases, or subscription services. The latter is primarily useful for testing and debugging purposes.

你通过使用Beam的源 API 从外部源读取数据创建PCollection, 也可以通过存储在驱动程序中内存集合类中的数据来创建PCollection。前者通常是生产流水线如何摄取数据；Beam源API 包含适配器, 可帮助您从外部源, 如基于云的大型文件、数据库或订阅服务等中读取数据。后者主要用于测试和调试目的。

#### 3.1.1. 从外部源读取

To read from an external source, you use one of the [Beam-provided I/O adapters](https://beam.apache.org/documentation/programming-guide/#pipeline-io). The adapters vary in their exact usage, but all of them from some external data source and return a PCollection whose elements represent the data records in that source.

要从外部源读取, 请使用由Beam提供的I/O适配器。适配器的确切使用情况不同, 但它们都来自外部数据源, 并返回一个 PCollection, 其元素表示该数据源中的数据记录。

Each data source adapter has a Read transform; to read, you must apply that transform to the Pipeline object itself. TextIO.Readio.TextFileSource, for example, reads from an external text file and returns a PCollection whose elements are of type String, each String represents one line from the text file. Here’s how you would apply TextIO.Read io.TextFileSource to your Pipeline to create a PCollection:

每个数据源适配器都有一个读取转换；若要读取，必须将该转换应用于管道对象本身。例如, TextIO.Read从一个外部文本文件中读取, 并返回一个元素为字符串类型的PCollection，其中，每个字符串表示文本文件中的一行。下面是如何应用TextIO的方法读取数据，并通过管道创建 PCollection:

// **CreatePCollectionFromExternalSource.java**

**public** **static** **void** **main(**String**[]** args**)** **{**

*// Create the pipeline.*

PipelineOptions options **=**

PipelineOptionsFactory**.**fromArgs**(**args**).**create**();**

Pipeline p **=** Pipeline**.**create**(**options**);**

*// Create the PCollection 'lines' by applying a 'Read' transform.*

PCollection**<**String**>** lines **=** p**.**apply**(**

"ReadMyFile"**,**

TextIO**.**read**().**from**(**"protocol://path/to/some/inputData.txt"**));**

**}**

#### 3.1.2. 从内存数据创建PCollection

To create a PCollection from an in-memory Java Collection, you use the Beam-provided Create transform. Much like a data adapter’s Read, you apply Create directly to your Pipeline object itself. As parameters, Create accepts the Java Collection and a Coder object. The Coder specifies how the elements in the Collection should be [encoded](https://beam.apache.org/documentation/programming-guide/#element-type). To create a PCollection from an in-memory list, you use the Beam-provided Create transform. Apply this transform directly to your Pipeline object itself. The following example code shows how to create a PCollection from an in-memory Listlist:

要从内存中的 Java 集合创建 PCollection, 可以使用Beam提供的创建转换(Create)。与数据适配器的读取非常相似, 你可以直接将创建应用于管道对象本身。作为参数, 创建(Create) 接受 Java 集合和一个编码器(Coder)对象。编码器指定如何对集合中的元素如何被编码。要从内存列表中创建PCollection，需要使用Beam提供的创建转换，并将此转换直接应用于管道对象本身。下面的示例代码演示如何从内存中的列表创建PCollection：

**// CreatePCollectionFromInmemoryCollection.java**

**public** **static** **void** **main(**String**[]** args**)** **{**

*// Create a Java Collection, in this case a List of Strings.*

**static** **final** List**<**String**>** LINES **=** Arrays**.**asList**(**

"To be, or not to be: that is the question: "**,**

"Whether 'tis nobler in the mind to suffer "**,**

"The slings and arrows of outrageous fortune, "**,**

"Or to take arms against a sea of troubles, "**);**

*// Create the pipeline.*

PipelineOptions options **=**

PipelineOptionsFactory**.**fromArgs**(**args**).**create**();**

Pipeline p **=** Pipeline**.**create**(**options**);**

*// Apply Create, passing the list and the coder, to create the PCollection.*

p**.**apply**(**Create**.**of**(**LINES**)).**setCoder**(**StringUtf8Coder**.**of**())**

**}**

### 3.2. PCollection的特征

A PCollection is owned by the specific Pipeline object for which it is created; multiple pipelines cannot share a PCollection. In some respects, a PCollection functions like a collection class. However, a PCollection can differ in a few key ways:

PCollection由为其创建的特定管道对象所拥有；多个管道无法共享 PCollection。在某些方面，PCollection 函数类似于集合类。但是，PCollection在几个关键方面可能会有所不同：

#### 3.2.1. 元素类型

The elements of a PCollection may be of any type, but must all be of the same type. However, to support distributed processing, Beam needs to be able to encode each individual element as a byte string (so elements can be passed around to distributed workers). The Beam SDKs provide a data encoding mechanism that includes built-in encoding for commonly-used types as well as support for specifying custom encodings as needed.

PCollection的元素可以是任何类型, 但必须都是同一类型。然而, 为了支持分布式处理, Beam需要能够将每个单独的元素编码为一个字节字符串。这样，元素就可以传递给分布式的工作员(Worker)。Beam SDK提供了一种数据编码机制, 包括常用类型的内置编码, 以及根据需要指定自定义编码的支持。

#### 3.2.2. 不可变性（mmutable）

A PCollection is immutable. Once created, you cannot add, remove, or change individual elements. A Beam Transform might process each element of a PCollection and generate new pipeline data (as a new PCollection), but it does not consume or modify the original input collection.

PCollection 是不可变的。一旦创建, 就不能添加、移除或更改单个元素。Bean转换可能处理 PCollection 的每个元素并生成新的管道数据 (作为新的 PCollection), 但不会消耗或修改原始输入集合。

#### 3.2.3. 随机访问（Random access）

A PCollection does not support random access to individual elements. Instead, Beam Transforms consider every element in a PCollection individually.

PCollection 不支持对单个元素的随机访问。相反, Beam变换会单独考虑 PCollection 中的每个元素。

#### 3.2.4. 大小与边界（Size and boundedness）

A PCollection is a large, immutable “bag” of elements. There is no upper limit on how many elements a PCollection can contain; any given PCollection might fit in memory on a single machine, or it might represent a very large distributed data set backed by a persistent data store.

PCollection是一个大的, 不可变的元素"包"。PCollection可以包含多少元素没有上限；任何给定的PCollection 都可能适合于单个计算机上的内存, 也可能表示由持久数据存储支持的非常大的分布式数据集。

A PCollection can be either **bounded** or **unbounded** in size. A **bounded** PCollection represents a data set of a known, fixed size, while an **unbounded** PCollection represents a data set of unlimited size. Whether a PCollection is bounded or unbounded depends on the source of the data set that it represents. Reading from a batch data source, such as a file or a database, creates a bounded PCollection. Reading from a streaming or continously-updating data source, such as Pub/Sub or Kafka, creates an unboundedPCollection (unless you explicitly tell it not to).

PCollection可以是有界（Bounded）的或无界（Unbounded）的大小。有界 PCollection 表示已知的固定大小的数据集, 而无界PCollection表示无限大小的数据集。PCollection 是有界的还是无界的，取决于它所代表的数据集的来源。从批处理数据源，如文件或数据库中读取会创建有界PCollection。从流式或不断更新的数据源，如Pub/Sub 或Kafka中读取数据会创建一个无界的PCollection，除非你明确地告诉它不要这样做。

The bounded (or unbounded) nature of your PCollection affects how Beam processes your data. A bounded PCollection can be processed using a batch job, which might read the entire data set once, and perform processing in a job of finite length. An unbounded PCollection must be processed using a streaming job that runs continuously, as the entire collection can never be available for processing at any one time.

PCollection 的有界 (或无界) 性质影响Beam处理数据的方式。一个有界的PCollection 可以使用批处理作业，它可能一次性读取整个数据集, 并在有限长度的作业中执行处理。必须使用连续运行的流式作业来处理无界PCollection, 因为任何时候都不可能有效地处理整个集合。

Beam uses [windowing](https://beam.apache.org/documentation/programming-guide/#windowing) to divide a continuously updating unbounded PCollection into logical windows of finite size. These logical windows are determined by some characteristic associated with a data element, such as a **timestamp**. Aggregation transforms (such as GroupByKey and Combine) work on a per-window basis — as the data set is generated, they process each PCollection as a succession of these finite windows.

Beam使用窗口化将不断更新的无界PCollection划分为有限大小的逻辑窗口。这些逻辑窗口由与数据元素关联的某些特性决定, 如时间戳。聚合转换(Aggregation)如 GroupByKey 和Combine, 在每个窗口的基础上工作——随着数据集的生成, 它们将每个 PCollection 作为一些列有限窗口进行处理。

#### 3.2.5. 元素时间戳(Element timestamps)

Each element in a PCollection has an associated intrinsic **timestamp**. The timestamp for each element is initially assigned by the [Source](https://beam.apache.org/documentation/programming-guide/#pipeline-io) that creates the PCollection. Sources that create an unbounded PCollection often assign each new element a timestamp that corresponds to when the element was read or added.

PCollection 中的每个元素都有一个关联的内部时间戳。每个元素的时间戳最初由创建 PCollection的源分配。创建无界PCollection的源通常为每个新元素分配一个与读取或添加元素时对应的时间戳。

**Note**: Sources that create a bounded PCollection for a fixed data set also automatically assign timestamps, but the most common behavior is to assign every element the same timestamp (Long.MIN\_VALUE).

注意: 为固定数据集创建有界PCollection的源也会自动分配时间戳, 但最常见的行为是将每个元素分配相同的戳 (Long.MIN\_VALUE)。

Timestamps are useful for a PCollection that contains elements with an inherent notion of time. If your pipeline is reading a stream of events, like Tweets or other social media messages, each element might use the time the event was posted as the element timestamp.

时间戳对于包含具有固有概念的元素的PCollection很有用。如果管道正在读取事件流，如Tweets或其他社交媒体消息，则每个元素都可能使用事件发布时间作为它的时间戳。

You can manually assign timestamps to the elements of a PCollection if the source doesn’t do it for you. You’ll want to do this if the elements have an inherent timestamp, but the timestamp is somewhere in the structure of the element itself (such as a “time” field in a server log entry). Beam has [Transforms](https://beam.apache.org/documentation/programming-guide/#transforms) that take a PCollection as input and output an identical PCollection with timestamps attached; see [Adding Timestamps](https://beam.apache.org/documentation/programming-guide/#adding-timestamps-to-a-pcollections-elements) for more information about how to do so.

你可以手动为PCollection的元素分配时间戳，如果数据源没有为你分配的话。如果元素具有固有的时间戳，但这时间戳又位于元素本身结构中的某个位置，如服务器日志项中的 "时间" 字段，那你也需要手动为PCollection的元素分配时间戳。Beam有转换能将一个PCollection 作为输入，并输出一个与之相同的、附加有时间戳的 PCollection。

## 4. 转换（Transforms）

Transforms are the operations in your pipeline, and provide a generic processing framework. You provide processing logic in the form of a function object (colloquially referred to as “user code”), and your user code is applied to each element of an input PCollection (or more than one PCollection). Depending on the pipeline runner and back-end that you choose, many different workers across a cluster may execute instances of your user code in parallel. The user code running on each worker generates the output elements that are ultimately added to the final output PCollection that the transform produces.

转换是管道中的操作, 并提供了一个通用的处理框架。你可以函数对象 (也可以叫做"用户代码") 的形式提供处理逻辑, 并将用户代码应用于输入的一个或多个PCollection的每个元素。根据你选择的管道运行器和后台, 许多跨群集的不同工作员可以并行执行你提供的用户代码的实例。在每个工作员上运行的用户代码生成输出元素。这些输出元素会被添加到转换生成的最终输出PCollection中。

The Beam SDKs contain a number of different transforms that you can apply to your pipeline’s PCollections. These include general-purpose core transforms, such as [ParDo](https://beam.apache.org/documentation/programming-guide/#pardo) or [Combine](https://beam.apache.org/documentation/programming-guide/#combine). There are also pre-written [composite transforms](https://beam.apache.org/documentation/programming-guide/#composite-transforms) included in the SDKs, which combine one or more of the core transforms in a useful processing pattern, such as counting or combining elements in a collection. You can also define your own more complex composite transforms to fit your pipeline’s exact use case.

Beam SDK包含许多不同的转换，其中包括一般用途的核心转换，如arDo和Combine。你可以将这些转换应用于你所创建的管道的PCollections。SDK中还包含一些预先编写好的复合转换, 它们将一个或多个核心转换组合在一个有用的处理模式中, 例如在集合中计数或合并元素。您还可以定义自己更复杂的复合转换, 以适应管道的确切使用情况。

### 4.1. 应用转换（Applying transforms）

To invoke a transform, you must **apply** it to the input PCollection. Each transform in the Beam SDKs has a generic apply method (or pipe operator |). Invoking multiple Beam transforms is similar to method chaining, but with one slight difference: You apply the transform to the input PCollection, passing the transform itself as an argument, and the operation returns the output PCollection. This takes the general form:

若要调用转换, 必须将其应用于输入PCollection。Beam SDK中的每个变换都有一个通用的应用方法 (或管道运算符 |)。调用多个Beam转换类似于方法链, 但有一个细微的差别: 将转换应用于输入PCollection, 将转换本身作为参数传递, 并且该操作返回输出 PCollection。这采用一般形式:

**[**Output PCollection**]** **=** **[**Input PCollection**].**apply**([**Transform**])**

Because Beam uses a generic apply method for PCollection, you can both chain transforms sequentially and also apply transforms that contain other transforms nested within (called [composite transforms](https://beam.apache.org/documentation/programming-guide/#composite-transforms) in the Beam SDKs).

由于Beam对PCollection使用泛型应用方法, 因此你可以按顺序链接转换, 也可应用复杂转换，所谓的复杂转换就是嵌套有其他转换的转换。

How you apply your pipeline’s transforms determines the structure of your pipeline. The best way to think of your pipeline is as a directed acyclic graph, where the nodes are PCollections and the edges are transforms. For example, you can chain transforms to create a sequential pipeline, like this one:

应用管道转换的方式决定了管道的结构。最好的方法是将你的管道是看作是一个定向无环图, 其中的节点是PCollections和边是转换（Transforms）。例如, 可以链接一些转换来创建顺序管道, 如下所示:

**[**Final Output PCollection**]** **=** **[**Initial Input PCollection**]**

**.**apply**([**First Transform**])**

**.**apply**([**Second Transform**])**

**.**apply**([**Third Transform**])**

The resulting workflow graph of the above pipeline looks like this.

上述管道的生成工作流图类似于下图所示。

![This linear pipeline starts with one input collection, sequentially applies
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Figure: A linear pipeline with three sequential transforms.

图 1 具有三个顺序变换的线性管道。

However, note that a transform does not consume or otherwise alter the input collection–remember that a PCollection is immutable by definition. This means that you can apply multiple transforms to the same input PCollection to create a branching pipeline, like so:

但是, 请注意, 转换不消耗或以其他方式改变输入集合元素，因为PCollection定义为不可变的。这意味着你可以将多个转换应用于相同的输入PCollection 以创建分支管道, 如下所示:

**[**Output PCollection 1**]** **=** **[**Input PCollection**].**apply**([**Transform 1**])**

**[**Output PCollection 2**]** **=** **[**Input PCollection**].**apply**([**Transform 2**])**

The resulting workflow graph from the branching pipeline above looks like this.

从上面的分支管道生成的工作流图看起来像这样。

![This pipeline applies two transforms to a single input collection. Each
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Figure: A branching pipeline. Two transforms are applied to a single PCollection of database table rows.

图 2 分支管道 (两个转换使用数据表行集组成的单一PCollection)

You can also build your own [composite transforms](https://beam.apache.org/documentation/programming-guide/#composite-transforms) that nest multiple sub-steps inside a single, larger transform. Composite transforms are particularly useful for building a reusable sequence of simple steps that get used in a lot of different places.

你还可以构建自己的复合转换, 将多个子步骤嵌套在一个更大的转换中。复合转换对于构建可重用的简单步骤序列非常有用, 在许多不同的地方都可以使用。

### 4.2. 核心Beam转换

Beam provides the following core transforms, each of which represents a different processing paradigm:

Beam提供了以下核心转换, 每个都代表不同的处理范式:

* ParDo
* GroupByKey
* CoGroupByKey
* Combine
* Flatten
* Partition

#### 4.2.1. ParDo

ParDo is a Beam transform for generic parallel processing. The ParDo processing paradigm is similar to the “Map” phase of a Map/Shuffle/Reduce-style algorithm: a ParDo transform considers each element in the input PCollection, performs some processing function (your user code) on that element, and emits zero, one, or multiple elements to an output PCollection.

ParDo是一种通用并行处理的Beam变换。ParDo处理范式类似于Map/Shuffle/Reduce样式算法的Map阶段: ParDo变换考虑输入PCollection 中的每个元素, 在该元素上执行一些处理函数 (用户代码), 并发出零、一个或多个元素到输出PCollection中。

ParDo is useful for a variety of common data processing operations, including:

ParDo对于各种常见的数据处理操作非常有用, 其中包括:

* **Filtering a data set.** You can use ParDo to consider each element in a PCollection and either output that element to a new collection, or discard it.
* 筛选数据集。可以使用ParDo 来考虑 PCollection 中的每个元素, 或者将该元素输出到新的集合中, 或者丢弃它。
* **Formatting or type-converting each element in a data set.** If your input PCollection contains elements that are of a different type or format than you want, you can use ParDo to perform a conversion on each element and output the result to a new PCollection.
* 格式化或类型转换数据集中的每个元素。如果输入PCollection 包含的元素与所需的类型或格式不同, 则可以使用ParDo 对每个元素执行转换, 并将结果输出到新的 PCollection。
* **Extracting parts of each element in a data set.** If you have a PCollection of records with multiple fields, for example, you can use a ParDo to parse out just the fields you want to consider into a new PCollection.
* 提取数据集中每个元素的部分。例如, 如果您有多个字段的记录集合PCollection, 则可以使用ParDo来只解析你需要的字段到新 PCollection 中。
* **Performing computations on each element in a data set.** You can use ParDo to perform simple or complex computations on every element, or certain elements, of a PCollection and output the results as a new PCollection.
* 对数据集中的每个元素执行计算。您可以使用ParDo 对 PCollection 的每个元素或某些元素执行简单或复杂的计算, 并将结果输出为新的 PCollection。

In such roles, ParDo is a common intermediate step in a pipeline. You might use it to extract certain fields from a set of raw input records, or convert raw input into a different format; you might also use ParDo to convert processed data into a format suitable for output, like database table rows or printable strings.

在这些角色中, ParDo是管道中常见的中间步骤。您可以使用它从一组原始输入记录中提取某些字段, 或者将原始输入转换为其他格式。您还可以使用ParDo将已处理的数据转换为适合于输出的格式, 如数据库表的行集或可打印字符串。

When you apply a ParDo transform, you’ll need to provide user code in the form of a DoFn object. DoFn is a Beam SDK class that defines a distributed processing function.

应用ParDo转换时, 需要以 DoFn 对象的形式提供用户代码。DoFn 是一个定义分布式处理函数的Beam SDK 类。

When you create a subclass of DoFn, note that your subclass should adhere to the [Requirements for writing user code for Beam transforms](https://beam.apache.org/documentation/programming-guide/#requirements-for-writing-user-code-for-beam-transforms).

在创建 DoFn 的子类时, 请注意, 子类应遵守编写用于Beam转换的用户代码的要求。

##### 4.2.1.1. 应用 ParDo

Like all Beam transforms, you apply ParDo by calling the apply method on the input PCollection and passing ParDo as an argument, as shown in the following example code:

与所有Beam转换一样, 通过在输入 PCollection 上调用 apply 方法并将ParDo作为参数传递来应用ParDo, 如下面的示例代码所示:

*// The input PCollection of Strings.*

PCollection**<**String**>** words **=** **...;**

*// The DoFn to perform on each element in the input PCollection.*

**static** **class** **ComputeWordLengthFn** **extends** DoFn**<**String**,** Integer**>** **{** **...** **}**

*// Apply a ParDo to the PCollection "words" to compute lengths for each word.*

PCollection**<**Integer**>** wordLengths **=** words**.**apply**(**

*// The DoFn to perform on each element, which*

ParDo**.**of**(new** ComputeWordLengthFn**()));**

*// we define above.# The input PCollection of Strings.*

words **=** **...**

In the example, our input PCollection contains String values. We apply a ParDo transform that specifies a function (ComputeWordLengthFn) to compute the length of each string, and outputs the result to a new PCollection of Integer values that stores the length of each word.

在该示例中, 我们的输入 PCollection 包含字符串值。我们应用一个ParDo变换来指定一个函数 (ComputeWordLengthFn) 来计算每个字符串的长度, 并将结果输出到存储每个单词长度的整数值的新 PCollection。

##### 4.2.1.2.创建DoFn

The DoFn object that you pass to ParDo contains the processing logic that gets applied to the elements in the input collection. When you use Beam, often the most important pieces of code you’ll write are these DoFns–they’re what define your pipeline’s exact data processing tasks.

传递给ParDo的 DoFn 对象包含将被应用于输入集合中的元素的处理逻辑。当你使用Beam时, 通常你会写的最重要的代码片断是这些 DoFn，它们定义了管道的确切数据处理任务。

**Note:** When you create your DoFn, be mindful of the [Requirements for writing user code for Beam transforms](https://beam.apache.org/documentation/programming-guide/#requirements-for-writing-user-code-for-beam-transforms) and ensure that your code follows them.

注意: 创建 DoFn 时, 请注意编写用于Beam转换的用户代码的要求, 并确保代码遵循它们。

A DoFn processes one element at a time from the input PCollection. When you create a subclass of DoFn, you’ll need to provide type parameters that match the types of the input and output elements. If your DoFn processes incoming String elements and produces Integer elements for the output collection (like our previous example, ComputeWordLengthFn), your class declaration would look like this:

DoFn从输入 PCollection一次处理一个元素。创建 DoFn 的子类时, 需要提供与输入和输出元素的类型相匹配的类型参数。如果 DoFn 处理传入的字符串元素并生成输出集合的整数元素 (如前面的示例 ComputeWordLengthFn), 则类声明如下所示:

**static** **class** **ComputeWordLengthFn** **extends** DoFn**<**String**,** Integer**>** **{** **...** **}**

Inside your DoFn subclass, you’ll write a method annotated with @ProcessElement where you provide the actual processing logic. You don’t need to manually extract the elements from the input collection; the Beam SDKs handle that for you. Your @ProcessElementmethod should accept an object of type ProcessContext. The ProcessContext object gives you access to an input element and a method for emitting an output element:

在DoFn 子类中, 你将编写一个用 @ProcessElement 注释的方法来提供实际的处理逻辑。你不需要从输入集合中手动提取元素，Beam SDK已经为你进行了这方面的处理。 @ProcessElement 标注的方法应接受类型为ProcessContext 的对象。ProcessContext 对象使你可以访问输入元素和用于发出输出元素的方法。

**static** **class** **ComputeWordLengthFn** **extends** DoFn**<**String**,** Integer**>** **{**

@ProcessElement

**public** **void** **processElement(**ProcessContext c**)** **{**

*// Get the input element from ProcessContext.*

String word **=** c**.**element**();**

*// Use ProcessContext.output to emit the output element.*

c**.**output**(**word**.**length**());**

**}**

**}**

A given DoFn instance generally gets invoked one or more times to process some arbitrary bundle of elements. However, Beam doesn’t guarantee an exact number of invocations; it may be invoked multiple times on a given worker node to account for failures and retries. As such, you can cache information across multiple calls to your processing method, but if you do so, make sure the implementation **does not depend on the number of invocations**.

给定的 DoFn 实例通常被调用一次或多次来处理一些任意的元素包。但是, Beam不能保证准确的调用次数;可以在给定的工作节点上多次调用它来处理失败和重试。因此, 你可以通过对处理方法的多个调用缓存信息, 但如果这样做, 请确保实现不依赖于调用的次数。

In your processing method, you’ll also need to meet some immutability requirements to ensure that Beam and the processing back-end can safely serialize and cache the values in your pipeline. Your method should meet the following requirements:

在你的处理方法中, 您还需要满足一些不变性要求, 以确保Beam和处理后端可以安全地序列化和缓存管道中的值。你的方法应满足以下要求:

* You should not in any way modify an element returned by ProcessContext.element() or ProcessContext.sideInput() (the incoming elements from the input collection).
* 不应以任何方式修改由 ProcessContext ().element() 或 ProcessContext () sideInput () 返回的元素 (输入集合中的传入元素)。
* Once you output a value using ProcessContext.output() or ProcessContext.sideOutput(), you should not modify that value in any way.
* 使用 ProcessContext ().output() 或 ProcessContext sideOutput () 输出值后, 不应以任何方式修改该值。

##### 4.2.1.3. 轻量级DoFn和其他抽象

If your function is relatively straightforward, you can simplify your use of ParDo by providing a lightweight DoFn in-line, as an anonymous inner class instance a lambda function.

如果你的函数相对简单, 则可以通过提供轻量级的DoFn，作为一个匿名内部类实例或lambda 函数来简化ParDo的使用。

Here’s the previous example, ParDo with ComputeLengthWordsFn, with the DoFn specified as an anonymous inner class instance a lambda function:

下面是前面的示例, 带有ComputeLengthWordsFn的ParDo, 该 DoFn 指定为匿名内部类:

*// The input PCollection.*

PCollection**<**String**>** words **=** **...;**

*// Apply a ParDo with an anonymous DoFn to the PCollection words.*

*// Save the result as the PCollection wordLengths.*

PCollection**<**Integer**>** wordLengths **=** words**.**apply**(**

"ComputeWordLengths"**,** *// the transform name*

*// a DoFn as an anonymous inner class instance*

ParDo**.**of**(new** DoFn**<**String**,** Integer**>()** **{**

@ProcessElement

**public** **void** **processElement(**ProcessContext c**)** **{**

c**.**output**(**c**.**element**().**length**());**

**}**

**}));**

*# The input PCollection of strings.*

words **=** **...**

If your ParDo performs a one-to-one mapping of input elements to output elements–that is, for each input element, it applies a function that produces exactly one output element, you can use the higher-level MapElementsMap transform. MapElements can accept an anonymous Java 8 lambda function for additional brevity. Here’s the previous example using MapElements Map:

如果ParDo执行输入元素到输出元素的一对一映射, 也就是，对于每个输入元素, 它应用一个只生成一个输出元素的函数, 可以使用更高级的 MapElementsMap 转换。MapElements 可以接受匿名的lambda 函数, 进而精简代码。下面是使用 MapElements 映射来实现的前面的示例:

*// The input PCollection.*

PCollection**<**String**>** words **=** **...;**

*// Apply a MapElements with an anonymous lambda function to the PCollection words.*

*// Save the result as the PCollection wordLengths.*

PCollection**<**Integer**>** wordLengths **=** words**.**apply**(**

MapElements**.**into**(**TypeDescriptors**.**integers**())**

**.**via**((**String word**)** **->** word**.**length**()));**

*# The input PCollection of string.*

words **=** **...**

**Note:** You can use Java 8 lambda functions with several other Beam transforms, including Filter, FlatMapElements, and Partition.

注意: 你可以使用lambda函数和其他几个Beam转换, 包括Filter, FlatMapElements和Partition。

##### 4.2.1.4. SingleOutput

public static class **ParDo.SingleOutput<InputT,OutputT>**

extends [PTransform](https://beam.apache.org/documentation/sdks/javadoc/2.4.0/org/apache/beam/sdk/transforms/PTransform.html)<[PCollection](https://beam.apache.org/documentation/sdks/javadoc/2.4.0/org/apache/beam/sdk/values/PCollection.html)<? extends InputT>,[PCollection](https://beam.apache.org/documentation/sdks/javadoc/2.4.0/org/apache/beam/sdk/values/PCollection.html)<OutputT>>

A [PTransform](https://beam.apache.org/documentation/sdks/javadoc/2.4.0/org/apache/beam/sdk/transforms/PTransform.html) that, when applied to a PCollection<InputT>, invokes a user-specified DoFn<InputT, OutputT> on all its elements, with all its outputs collected into an output PCollection<OutputT>.

A multi-output form of this transform can be created with [withOutputTags(org.apache.beam.sdk.values.TupleTag<OutputT>, org.apache.beam.sdk.values.TupleTagList)](https://beam.apache.org/documentation/sdks/javadoc/2.4.0/org/apache/beam/sdk/transforms/ParDo.SingleOutput.html#withOutputTags-org.apache.beam.sdk.values.TupleTag-org.apache.beam.sdk.values.TupleTagList-).

##### 4.2.1.5. MultiOutput

#### 4.2.2. GroupByKey

GroupByKey is a Beam transform for processing collections of key/value pairs. It’s a parallel reduction operation, analogous to the Shuffle phase of a Map/Shuffle/Reduce-style algorithm. The input to GroupByKey is a collection of key/value pairs that represents a multimap, where the collection contains multiple pairs that have the same key, but different values. Given such a collection, you use GroupByKey to collect all of the values associated with each unique key.

GroupByKey 是用于处理键/值对集合的Beam变换。这是一个并行的化简操作, 类似于Map/Shuffle/Reduce样式算法的Shuffle阶段。GroupByKey的输入是表示多重映射的键/值对的集合, 其中集合包含具有相同键但不同值的多个键值对。给定这样的集合,可以使用GroupByKey收集与每个唯一键关联的所有值。

GroupByKey is a good way to aggregate data that has something in common. For example, if you have a collection that stores records of customer orders, you might want to group together all the orders from the same postal code (wherein the “key” of the key/value pair is the postal code field, and the “value” is the remainder of the record).

GroupByKey是一种聚合具有一些共同点数据的很好的方法。例如, 如果你有一个存储客户订单记录的集合, 你可能希望将同一邮政编码中的所有订单组合在一起 (其中键/值对的 "键" 是邮政编码字段, 而 "值" 是记录的其余部分)。

Let’s examine the mechanics of GroupByKey with a simple example case, where our data set consists of words from a text file and the line number on which they appear. We want to group together all the line numbers (values) that share the same word (key), letting us see all the places in the text where a particular word appears.

让我们用一个简单的例子来检查 GroupByKey 机制, 我们的数据集由文本文件中的单词和它们出现的行号组成。我们要将共享相同单词 (键) 的所有行号 (值) 组合在一起, 让我们看到文本中出现特定单词的所有位置。

Our input is a PCollection of key/value pairs where each word is a key, and the value is a line number in the file where the word appears. Here’s a list of the key/value pairs in the input collection:

我们的输入是键/值对的PCollection, 其中每个单词都是键, 并且该值是该单词出现的文件中的行号。以下是输入集合中的键/值对的列表:

cat, 1

dog, 5

and, 1

jump, 3

tree, 2

cat, 5

dog, 2

and, 2

cat, 9

and, 6

...

GroupByKey gathers up all the values with the same key and outputs a new pair consisting of the unique key and a collection of all of the values that were associated with that key in the input collection. If we apply GroupByKey to our input collection above, the output collection would look like this:

GroupByKey用相同的键收集所有值, 并输出一个新的对, 由唯一键和在输入集合中与该键关联的所有值的集合组成。如果我们将GroupByKey应用于上面的输入集合, 则输出集合将如下所述:

cat, [1,5,9]

dog, [5,2]

and, [1,2,6]

jump, [3]

tree, [2]

...

Thus, GroupByKey represents a transform from a multimap (multiple keys to individual values) to a uni-map (unique keys to collections of values).

因此, GroupByKey 表示从多重映射 (多个键到单个值) 到单向映射 (唯一键到值集合) 的转换。

##### 4.2.2.1 GroupByKey 和无界 PCollections

If you are using unbounded PCollections, you must use either [non-global windowing](https://beam.apache.org/documentation/programming-guide/#setting-your-pcollections-windowing-function) or an [aggregation trigger](https://beam.apache.org/documentation/programming-guide/#triggers) in order to perform a GroupByKey or [CoGroupByKey](https://beam.apache.org/documentation/programming-guide/#cogroupbykey). This is because a bounded GroupByKey or CoGroupByKey must wait for all the data with a certain key to be collected, but with unbounded collections, the data is unlimited. Windowing and/or triggers allow grouping to operate on logical, finite bundles of data within the unbounded data streams.

如果使用无界PCollection, 则必须使用非全局窗口或聚合触发器才能执行 GroupByKey 或CoGroupByKey。这是因为一个有界的GroupByKey 或 CoGroupByKey 必须等待所有的数据使用某个键来收集, 但是对于无界集合, 数据是无限的。窗口和/或触发器允许在无界数据流内分组进行逻辑有限的数据束操作。

If you do apply GroupByKey or CoGroupByKey to a group of unbounded PCollections without setting either a non-global windowing strategy, a trigger strategy, or both for each collection, Beam generates an IllegalStateException error at pipeline construction time.

如果你确实要将GroupByKey或CoGroupByKey 应用于一组无界PCollection, 而不设置既不设置非全局窗口策略，也不设置触发器策略, 则Beam在管道构造时生成 IllegalStateException错误。

When using GroupByKey or CoGroupByKey to group PCollections that have a [windowing strategy](https://beam.apache.org/documentation/programming-guide/#windowing) applied, all of the PCollections you want to group must use the same windowing strategy and window sizing. For example, all of the collections you are merging must use (hypothetically) identical 5-minute fixed windows, or 4-minute sliding windows starting every 30 seconds.

当使用 GroupByKey或CoGroupByKey对应用了窗口策略的PCollections组进行分组时, 要分组的所有PCollections都必须使用相同的窗口策略和窗口大小。例如, 所有要合并的集合必须使用 (假设) 相同的5分钟固定窗口, 或者每30秒启动4分钟滑动窗口。

If your pipeline attempts to use GroupByKey or CoGroupByKey to merge PCollections with incompatible windows, Beam generates an IllegalStateException error at pipeline construction time.

如果管道试图使用GroupByKey或CoGroupByKey将PCollections与不兼容的窗口合并, 则在管道构造时, Beam会产生 IllegalStateException 错误。

#### 4.2.3. CoGroupByKey

CoGroupByKey performs a relational join of two or more key/value PCollections that have the same key type. Consider using CoGroupByKey if you have multiple data sets that provide information about related things. For example, let’s say you have two different files with user data: one file has names and email addresses; the other file has names and phone numbers. You can join those two data sets, using the user name as a common key and the other data as the associated values. After the join, you have one data set that contains all of the information (email addresses and phone numbers) associated with each name.

CoGroupByKey 执行两个或多个具有相同键值类型的键/值 PCollections 的关系连接。（详细信息参见https://beam.apache.org/documentation/pipelines/design-your-pipeline/#multiple-sources）如果有多个数据集提供有关相关内容的信息, 请考虑使用 CoGroupByKey。例如, 假设有两个不同的用户数据文件: 一个文件有名称和电子邮件地址;另一个文件有名称和电话号码。你可以用户名作为公共键，其他数据作为关联值来连接这两个数据集。在连接之后, 你有一个包含与每个名称关联的所有信息 (电子邮件地址和电话号码)的数据集。

If you are using unbounded PCollections, you must use either [non-global windowing](https://beam.apache.org/documentation/programming-guide/#setting-your-pcollections-windowing-function) or an [aggregation trigger](https://beam.apache.org/documentation/programming-guide/#triggers) in order to perform a CoGroupByKey.

如果使用无界 PCollections, 则必须使用非全局窗口或聚合触发器才能执行CoGroupByKey。

In the Beam SDK for Java, CoGroupByKey accepts a tuple of keyed PCollections (PCollection<KV<K, V>>) as input. For type safety, the SDK requires you to pass each PCollection as part of a KeyedPCollectionTuple. You must declare a TupleTag for each input PCollection in the KeyedPCollectionTuple that you want to pass to CoGroupByKey. As output, CoGroupByKey returns a PCollection<KV<K, CoGbkResult>>, which groups values from all the input PCollections by their common keys. Each key (all of typeK) will have a different CoGbkResult, which is a map from TupleTag<T> to Iterable<T>. You can access a specific collection in an CoGbkResult object by using the TupleTag that you supplied with the initial collection.

The following conceptual examples use two input collections to show the mechanics of CoGroupByKey.

在 Java 的Beam SDK 中, CoGroupByKey 接受一个键控 PCollections (PCollection<KV<K, V>>) 的元组作为输入。为了类型安全, SDK要求你将每个 PCollection 作为 KeyedPCollectionTuple的一部分传递。必须为要传递给 CoGroupByKey 的 KeyedPCollectionTuple 中的每个输入PCollection声明一个TupleTag。作为输出，CoGroupByKey返回一个PCollection<KV<K, CoGbkResult>>, 它将所有输入 PCollections的值从它们的共同键分组。每个键 (所有类型为K) 都有一个不同的 CoGbkResult, 它是从 TupleTag <T> 到 Iterable <T> 的映射。通过使用与初始集合一起提供的 TupleTag, 可以访问 CoGbkResult 对象中的特定集合。下面的概念示例使用两个输入集合来显示 CoGroupByKey 的机制。

The first set of data has a TupleTag<String> called emailsTag and contains names and email addresses. The second set of data has a TupleTag<String> called phonesTag and contains names and phone numbers. The first set of data contains names and email addresses. The second set of data contains names and phone numbers.

第一组数据的 TupleTag <String> 称为 emailsTag, 包含名称和电子邮件地址。第二组数据的 TupleTag <String> 称为 phonesTag, 包含名称和电话号码。第一组数据包含名称和电子邮件地址。第二组数据包含名称和电话号码。

**final** List**<**KV**<**String**,** String**>>** emailsList **=** Arrays**.**asList**(**

KV**.**of**(**"amy"**,** "amy@example.com"**),**

KV**.**of**(**"carl"**,** "carl@example.com"**),**

KV**.**of**(**"julia"**,** "julia@example.com"**),**

KV**.**of**(**"carl"**,** "carl@email.com"**));**

**final** List**<**KV**<**String**,** String**>>** phonesList **=** Arrays**.**asList**(**

KV**.**of**(**"amy"**,** "111-222-3333"**),**

KV**.**of**(**"james"**,** "222-333-4444"**),**

KV**.**of**(**"amy"**,** "333-444-5555"**),**

KV**.**of**(**"carl"**,** "444-555-6666"**));**

PCollection**<**KV**<**String**,** String**>>** emails **=** p**.**apply**(**"CreateEmails"**,** Create**.**of**(**emailsList**));**

PCollection**<**KV**<**String**,** String**>>** phones **=** p**.**apply**(**"CreatePhones"**,** Create**.**of**(**phonesList**));**

After CoGroupByKey, the resulting data contains all data associated with each unique key from any of the input collections.

CoGroupByKey执行后, 生成的数据包含与任何输入集合中的每个唯一键关联的所有数据。

**final** TupleTag**<**String**>** emailsTag **=** **new** TupleTag**<>();**

**final** TupleTag**<**String**>** phonesTag **=** **new** TupleTag**<>();**

**final** List**<**KV**<**String**,** CoGbkResult**>>** expectedResults **=** Arrays**.**asList**(**

KV**.**of**(**"amy"**,** CoGbkResult

**.**of**(**emailsTag**,** Arrays**.**asList**(**"amy@example.com"**))**

**.**and**(**phonesTag**,** Arrays**.**asList**(**"111-222-3333"**,** "333-444-5555"**))),**

KV**.**of**(**"carl"**,** CoGbkResult

**.**of**(**emailsTag**,** Arrays**.**asList**(**"carl@email.com"**,** "carl@example.com"**))**

**.**and**(**phonesTag**,** Arrays**.**asList**(**"444-555-6666"**))),**

KV**.**of**(**"james"**,** CoGbkResult

**.**of**(**emailsTag**,** Arrays**.**asList**())**

**.**and**(**phonesTag**,** Arrays**.**asList**(**"222-333-4444"**))),**

KV**.**of**(**"julia"**,** CoGbkResult

**.**of**(**emailsTag**,** Arrays**.**asList**(**"julia@example.com"**))**

**.**and**(**phonesTag**,** Arrays**.**asList**())));**

The following code example joins the two PCollections with CoGroupByKey, followed by a ParDo to consume the result. Then, the code uses tags to look up and format data from each collection.

下面的代码示例将两个 PCollections 用CoGroupByKey 联接, 后跟ParDo以使用结果。然后, 代码使用标记来查找和格式化每个集合中的数据。

PCollection**<**KV**<**String**,** CoGbkResult**>>** results **=**

KeyedPCollectionTuple

**.**of**(**emailsTag**,** emails**)**

**.**and**(**phonesTag**,** phones**)**

**.**apply**(**CoGroupByKey**.**create**());**

PCollection**<**String**>** contactLines **=** results**.**apply**(**ParDo**.**of**(**

**new** DoFn**<**KV**<**String**,** CoGbkResult**>,** String**>()** **{**

@ProcessElement

**public** **void** **processElement(**ProcessContext c**)** **{**

KV**<**String**,** CoGbkResult**>** e **=** c**.**element**();**

String name **=** e**.**getKey**();**

Iterable**<**String**>** emailsIter **=** e**.**getValue**().**getAll**(**emailsTag**);**

Iterable**<**String**>** phonesIter **=** e**.**getValue**().**getAll**(**phonesTag**);**

String formattedResult **=** Snippets**.**formatCoGbkResults**(**name**,** emailsIter**,** phonesIter**);**

c**.**output**(**formattedResult**);**

**}**

**}**

**));**

The formatted data looks like this:

格式化后的数据看起来是这样的：

**final** List**<**String**>** formattedResults **=** Arrays**.**asList**(**

"amy; ['amy@example.com']; ['111-222-3333', '333-444-5555']"**,**

"carl; ['carl@email.com', 'carl@example.com']; ['444-555-6666']"**,**

"james; []; ['222-333-4444']"**,**

"julia; ['julia@example.com']; []"**);**

#### 4.2.4. Combine

[Combine](https://github.com/apache/beam/blob/master/sdks/python/apache_beam/transforms/core.py) is a Beam transform for combining collections of elements or values in your data. Combine has variants that work on entire PCollections, and some that combine the values for each key in PCollections of key/value pairs.

[Combine](https://github.com/apache/beam/blob/master/sdks/python/apache_beam/transforms/core.py) 是用于组合数据中元素或值集合的Beam转换。[Combine](https://github.com/apache/beam/blob/master/sdks/python/apache_beam/transforms/core.py) 具有在整个 PCollection上工作的变量, 以及在键/值对 PCollection中组合每个键的值的变量。

When you apply a Combine transform, you must provide the function that contains the logic for combining the elements or values. The combining function should be commutative and associative, as the function is not necessarily invoked exactly once on all values with a given key. Because the input data (including the value collection) may be distributed across multiple workers, the combining function might be called multiple times to perform partial combining on subsets of the value collection. The Beam SDK also provides some pre-built combine functions for common numeric combination operations such as sum, min, and max.

应用组合转换时, 必须提供包含组合元素或值的逻辑的函数。组合函数应该是交换和关联的, 因为函数在所有值上都不一定用给定的键调用一次。由于输入数据 (包括值集合) 可以分布在多个工作员中, 因此可以多次调用组合函数来执行部分合并值集合的子集。Beam SDK 还为普通数字组合运算 (如 sum、min 和 max) 提供了一些预构建的组合函数。

Simple combine operations, such as sums, can usually be implemented as a simple function. More complex combination operations might require you to create a subclass of CombineFn that has an accumulation type distinct from the input/output type.

简单的组合运算 (如求和) 通常可以作为一个简单的函数来实现。更复杂的组合操作可能要求你创建具有与输入/输出类型不同的累积类型的 CombineFn 子类。

##### 4.2.4.1. 使用简单函数的简单组合

The following example code shows a simple combine function.

下面的例子显示了一个简单的组合函数。

*// Sum a collection of Integer values. The function SumInts implements the interface SerializableFunction.*

**public** **static** **class** **SumInts** **implements** SerializableFunction**<**Iterable**<**Integer**>,** Integer**>** **{**

@Override

**public** Integer **apply(**Iterable**<**Integer**>** input**)** **{**

**int** sum **=** 0**;**

**for** **(int** item **:** input**)** **{**

sum **+=** item**;**

**}**

**return** sum**;**

**}**

**}**

##### 4.2.4.2. 使用CombineFn函数的高级组合

For more complex combine functions, you can define a subclass of CombineFn. You should use CombineFn if the combine function requires a more sophisticated accumulator, must perform additional pre- or post-processing, might change the output type, or takes the key into account.

对于更复杂的组合函数, 可以定义CombineFn的子类。如果组合函数需要更复杂的累加器, 必须执行额外的预处理或后处理, 可能会更改输出类型或者涉及键值, 则应使用 CombineFn。

A general combining operation consists of four operations. When you create a subclass of CombineFn, you must provide four operations by overriding the corresponding methods:

一般组合操作由四个操作组成。在创建 CombineFn 的子类时, 必须通过重写相应的方法来提供四个操作:

1. **Create Accumulator** creates a new “local” accumulator. In the example case, taking a mean average, a local accumulator tracks the running sum of values (the numerator value for our final average division) and the number of values summed so far (the denominator value). It may be called any number of times in a distributed fashion. 创建累加器：创建一个新的 "本地" 累加器。在示例中, 采用中值平均值, 本地累加器跟踪值的运行总和 (最后平均除法的分子值) 和迄今汇总的值 (分母值) 的个数。它可以被分布式地调用任何次数。
2. **Add Input** adds an input element to an accumulator, returning the accumulator value. In our example, it would update the sum and increment the count. It may also be invoked in parallel. 添加输入：将输入元素添加到累加器中, 返回累加器值。在我们的示例中, 它将更新求和并递增计数。也可以并行调用。
3. **Merge Accumulators** merges several accumulators into a single accumulator; this is how data in multiple accumulators is combined before the final calculation. In the case of the mean average computation, the accumulators representing each portion of the division are merged together. It may be called again on its outputs any number of times. 合并累加器：将几个累加器合并为一个累加器;这就是在最终计算之前如何将多个累加器中的数据合并。在中值平均值计算的情况下, 代表除法各部分的累加器合并在一起。它可能会输出上再次调用它任何次数。
4. **Extract Output** performs the final computation. In the case of computing a mean average, this means dividing the combined sum of all the values by the number of values summed. It is called once on the final, merged accumulator. 提取输出：执行最终计算。在计算中值平均值的情况下, 这意味着将所有值的总和除以所求和的值的个数。它在会最后合并的累加器上被调用一次,。

The following example code shows how to define a CombineFn that computes a mean average: 下面的代码示例演示如何定义计算中值平均值的 CombineFn:

**public** **class** **AverageFn** **extends** CombineFn**<**Integer**,** AverageFn**.**Accum**,** Double**>** **{**

**public** **static** **class** **Accum** **{**

**int** sum **=** 0**;**

**int** count **=** 0**;**

**}**

@Override

**public** Accum **createAccumulator()** **{** **return** **new** Accum**();** **}**

@Override

**public** Accum **addInput(**Accum accum**,** Integer input**)** **{**

accum**.**sum **+=** input**;**

accum**.**count**++;**

**return** accum**;**

**}**

@Override

**public** Accum **mergeAccumulators(**Iterable**<**Accum**>** accums**)** **{**

Accum merged **=** createAccumulator**();**

**for** **(**Accum accum **:** accums**)** **{**

merged**.**sum **+=** accum**.**sum**;**

merged**.**count **+=** accum**.**count**;**

**}**

**return** merged**;**

**}**

@Override

**public** Double **extractOutput(**Accum accum**)** **{**

**return** **((double)** accum**.**sum**)** **/** accum**.**count**;**

**}**

**}**

If you are combining a PCollection of key-value pairs, [per-key combining](https://beam.apache.org/documentation/programming-guide/#combining-values-in-a-keyed-pcollection) is often enough. If you need the combining strategy to change based on the key (for example, MIN for some users and MAX for other users), you can define a KeyedCombineFn to access the key within the combining strategy.

如果要组合键值对的 PCollection, 则每个键组合通常就足够了。如果需要组合策略根据键进行更改 (例如, 某些用户的 MIN 和其他用户的 MAX), 则可以定义一个 KeyedCombineFn 来访问组合策略中的键。

##### 4.2.4.3. 将PCollection组合成单值

Use the global combine to transform all of the elements in a given PCollection into a single value, represented in your pipeline as a new PCollection containing one element. The following example code shows how to apply the Beam provided sum combine function to produce a single sum value for a PCollection of integers.

使用全局组合将给定 PCollection 中的所有元素转换为单个值, 在管道中表示为包含一个元素的新PCollection。下面的代码示例演示如何应用Beam提供的 sum 组合函数，该函数可以将整数 PCollection 转换成一个sum值。（注：网站上原本的实例程序运行不了，下面的例子做作了修改）

PCollection**<**Integer**>** pc **=** **...;**

//PCollection<Integer> sum = pc.apply(

// Combine.globally(new Sum.SumIntegerFn()));

PCollection<Integer> sum = pc.apply(Sum.integersGlobally());

##### 4.2.4.4. 组合和全局窗口

If your input PCollection uses the default global windowing, the default behavior is to return a PCollection containing one item. That item’s value comes from the accumulator in the combine function that you specified when applying Combine. For example, the Beam provided sum combine function returns a zero value (the sum of an empty input), while the max combine function returns a maximal or infinite value.

如果输入 PCollection 使用默认的全局窗口, 则默认行为是返回包含一个项的PCollection。该项的值来自在应用组合时指定的组合函数中的累加器。例如, Beam提供的 sum 组合函数返回一个零值 (一个空输入的总和), 而最大组合函数返回最大值或无穷数值。

To have Combine instead return an empty PCollection if the input is empty, specify .withoutDefaults when you apply your Combinetransform, as in the following code example:

如果输入为空, 则将其合并返回空 PCollection, 请在应用 Combine转换时指定. withoutDefaults, 如下面的代码示例所示:

PCollection**<**Integer**>** pc **=** **...;**

//PCollection**<**Integer**>** sum **=** pc**.**apply**(**

// Combine**.**globally**(new** Sum**.**SumIntegerFn**()).**withoutDefaults**());**

PCollection<Integer> sum = pc.apply(

Sum.integersGlobally()**.**withoutDefaults**()**);

##### 4.2.4.5. 组合与非全局窗口

If your PCollection uses any non-global windowing function, Beam does not provide the default behavior. You must specify one of the following options when applying Combine:

如果你的 PCollection 使用任何非全局窗口函数, 则Beam不提供默认行为。在应用组合时, 必须指定下列选项之一:

·

·

* Specify .withoutDefaults, where windows that are empty in the input PCollection will likewise be empty in the output collection. 指定. withoutDefaults, 在输入 PCollection 中为空的窗口同样会在输出集合中为空。
* Specify .asSingletonView, in which the output is immediately converted to a PCollectionView, which will provide a default value for each empty window when used as a side input. You’ll generally only need to use this option if the result of your pipeline’s Combine is to be used as a side input later in the pipeline. 指定. asSingletonView, 其中输出立即转换为 PCollectionView, 当用作侧输入（side input）时, 将为每个空窗口提供默认值。一般情况下, 如果管道组合的结果将用作管道后面的侧输入, 则通常只需要使用此选项。

##### 4.2.4.6. 在键值PCollection中合并值

After creating a keyed PCollection (for example, by using a GroupByKey transform), a common pattern is to combine the collection of values associated with each key into a single, merged value. Drawing on the previous example from GroupByKey, a key-grouped PCollection called groupedWords looks like this:

在创建了键控 PCollection (例如, 通过使用 GroupByKey 转换) 后, 通常的模式是将与每个键关联的值的集合组合到一个合并的值中。从 GroupByKey 的示例中来看, 称为 groupedWords 的键分组 PCollection 如下所示:

cat, [1,5,9]

dog, [5,2]

and, [1,2,6]

jump, [3]

tree, [2]

...

In the above PCollection, each element has a string key (for example, “cat”) and an iterable of integers for its value (in the first element, containing [1, 5, 9]). If our pipeline’s next processing step combines the values (rather than considering them individually), you can combine the iterable of integers to create a single, merged value to be paired with each key. This pattern of a GroupByKey followed by merging the collection of values is equivalent to Beam’s Combine PerKey transform. The combine function you supply to Combine PerKey must be an associative reduction function or a subclass of CombineFn.

在上面的 PCollection 中, 每个元素都有一个字符串键 (例如 "cat") 和一个整数 Iterable (在第一个元素中, 包含 [1、5、9])。如果管道的下一个处理步骤组合了这些值 (而不是单独考虑它们), 则可以组合整数Iterable 来创建单个合并值, 以便与每个键配对。GroupByKey后合并的值集合的这种模式,等价于Beam的Combine PerKey变换。您提供的组合函数PerKey 必须是一个关联Reduce函数或 CombineFn 的子类。

*// PCollection is grouped by key and the Double values associated with each key are combined into a Double.*

PCollection**<**KV**<**String**,** Double**>>** salesRecords **=** **...;**

PCollection**<**KV**<**String**,** Double**>>** totalSalesPerPerson **=**

salesRecords**.**apply**(**Combine**.<**String**,** Double**,** Double**>**perKey**(**

**new** Sum**.**SumDoubleFn**()));**

*// The combined value is of a different type than the original collection of values per key. PCollection has*

*// keys of type String and values of type Integer, and the combined value is a Double.*

PCollection**<**KV**<**String**,** Integer**>>** playerAccuracy **=** **...;**

PCollection**<**KV**<**String**,** Double**>>** avgAccuracyPerPlayer **=**

playerAccuracy**.**apply**(**Combine**.<**String**,** Integer**,** Double**>**perKey**(**

**new** **MeanInts())));**

#### 4.2.5. Flatten

[Flatten](https://github.com/apache/beam/blob/master/sdks/python/apache_beam/transforms/core.py) and is a Beam transform for PCollection objects that store the same data type. Flatten merges multiple PCollection objects into a single logical PCollection.The following example shows how to apply a Flatten transform to merge multiple PCollection objects.

拼合, 是用于存储相同数据类型的PCollection对象集的Beam转换。它将多个 PCollection 对象合并为一个逻辑PCollection。下面的示例演示如何应用拼合转换来合并多个 PCollection 对象。

*// Flatten takes a PCollectionList of PCollection objects of a given type.*

*// Returns a single PCollection that contains all of the elements in the PCollection objects in that list.*

PCollection**<**String**>** pc1 **=** **...;**

PCollection**<**String**>** pc2 **=** **...;**

PCollection**<**String**>** pc3 **=** **...;**

PCollectionList**<**String**>** collections **=** PCollectionList**.**of**(**pc1**).**and**(**pc2**).**and**(**pc3**);**

PCollection**<**String**>** merged **=** collections**.**apply**(**Flatten**.<**String**>**pCollections**());**

##### 4.2.5.1.合并集合中的数据编码

By default, the coder for the output PCollection is the same as the coder for the first PCollection in the input PCollectionList. However, the input PCollection objects can each use different coders, as long as they all contain the same data type in your chosen language.

默认情况下, 输出 PCollection 的编码器与输入 PCollectionList 中第一个 PCollection 的编码器相同。但是, 输入 PCollection 对象可以使用不同的编码, 只要它们在您所选择的语言中都包含相同的数据类型。

##### 4.2.5.2.合并窗口集合

When using Flatten to merge PCollection objects that have a windowing strategy applied, all of the PCollection objects you want to merge must use a compatible windowing strategy and window sizing. For example, all the collections you’re merging must all use (hypothetically) identical 5-minute fixed windows or 4-minute sliding windows starting every 30 seconds. If your pipeline attempts to use Flatten to merge PCollection objects with incompatible windows, Beam generates an IllegalStateException error when your pipeline is constructed.

当使用拼合来合并应用了窗口策略的 PCollection 对象时, 要合并的所有 PCollection 对象都必须使用兼容的窗口化策略和窗口大小。例如, 所有要合并的集合都必须使用 (假设) 相同的5分钟固定窗口或4分钟滑动窗口, 每30秒开始一次。如果管道试图使用拼合将 PCollection 对象与不兼容的窗口合并, 则在构造管道时, Beam会产生一个 IllegalStateException 错误。

#### 4.2.6. Partition

[Partition](https://beam.apache.org/documentation/sdks/javadoc/2.4.0/index.html?org/apache/beam/sdk/transforms/Partition.html) [Partition](https://github.com/apache/beam/blob/master/sdks/python/apache_beam/transforms/core.py) is a Beam transform for PCollection objects that store the same data type. Partition splits a single PCollection into a fixed number of smaller collections.

分区是用于存储相同数据类型的 PCollection 对象的Beam转换。分区将单个 PCollection 拆分为一个固定数目的较小集合。

Partition divides the elements of a PCollection according to a partitioning function that you provide. The partitioning function contains the logic that determines how to split up the elements of the input PCollection into each resulting partition PCollection. The number of partitions must be determined at graph construction time. You can, for example, pass the number of partitions as a command-line option at runtime (which will then be used to build your pipeline graph), but you cannot determine the number of partitions in mid-pipeline (based on data calculated after your pipeline graph is constructed, for instance).

分区根据您提供的分区函数划分 PCollection 的元素。分区函数包含确定如何将输入 PCollection 的元素拆分为每个结果分区 PCollection 的逻辑。分区数必须在图构造时确定。例如, 可以在运行时将分区数作为命令行选项传递 (然后用于生成管道图), 但不能确定中间管道中的分区数 (例如，根据管道图所计算的数据构造)。

The following example divides a PCollection into percentile groups.

下面的示例将 PCollection 划分为百分比组。

*// Provide an int value with the desired number of result partitions, and a PartitionFn that represents the*

*// partitioning function. In this example, we define the PartitionFn in-line. Returns a PCollectionList*

*// containing each of the resulting partitions as individual PCollection objects.*

PCollection**<**Student**>** students **=** **...;**

*// Split students up into 10 partitions, by percentile:*

PCollectionList**<**Student**>** studentsByPercentile **=**

students**.**apply**(**Partition**.**of**(**10**,** **new** PartitionFn**<**Student**>()** **{**

**public** **int** **partitionFor(**Student student**,** **int** numPartitions**)** **{**

**return** student**.**getPercentile**()** *// 0..99*

**\*** numPartitions **/** 100**;**

**}}));**

*// You can extract each partition from the PCollectionList using the get method, as follows:*

PCollection**<**Student**>** fortiethPercentile **=** studentsByPercentile**.**get**(**4**);**

#### 4.2.7. Create

Create<T> takes a collection of elements of type T known when the pipeline is constructed and returns a PCollection<T> containing the elements.

Example of use:

Pipeline p = ...;

PCollection<Integer> pc = p.apply(Create.of(3, 4, 5).withCoder(BigEndianIntegerCoder.of()));

Map<String, Integer> map = ...;

PCollection<KV<String, Integer>> pt =

p.apply(Create.of(map)

.withCoder(KvCoder.of(StringUtf8Coder.of(),

BigEndianIntegerCoder.of())));

Create can automatically determine the Coder to use if all elements have the same run-time class, and a default coder is registered for that class. See [CoderRegistry](https://beam.apache.org/documentation/sdks/javadoc/2.4.0/org/apache/beam/sdk/coders/CoderRegistry.html) for details on how defaults are determined.

If a coder can not be inferred, [Create.Values.withCoder(org.apache.beam.sdk.coders.Coder<T>)](https://beam.apache.org/documentation/sdks/javadoc/2.4.0/org/apache/beam/sdk/transforms/Create.Values.html#withCoder-org.apache.beam.sdk.coders.Coder-) must be called explicitly to set the encoding of the resulting PCollection.

A good use for Create is when a PCollection needs to be created without dependencies on files or other external entities. This is especially useful during testing.

#### 4.2.8. Count

[PTransforms](https://beam.apache.org/documentation/sdks/javadoc/2.4.0/org/apache/beam/sdk/transforms/PTransform.html) to count the elements in a [PCollection](https://beam.apache.org/documentation/sdks/javadoc/2.4.0/org/apache/beam/sdk/values/PCollection.html).

[perElement()](https://beam.apache.org/documentation/sdks/javadoc/2.4.0/org/apache/beam/sdk/transforms/Count.html#perElement--) can be used to count the number of occurrences of each distinct element in the PCollection, [perKey()](https://beam.apache.org/documentation/sdks/javadoc/2.4.0/org/apache/beam/sdk/transforms/Count.html#perKey--) can be used to count the number of values per key, and [globally()](https://beam.apache.org/documentation/sdks/javadoc/2.4.0/org/apache/beam/sdk/transforms/Count.html#globally--) can be used to count the total number of elements in a PCollection.

[combineFn()](https://beam.apache.org/documentation/sdks/javadoc/2.4.0/org/apache/beam/sdk/transforms/Count.html#combineFn--) can also be used manually, in combination with state and with the [Combine](https://beam.apache.org/documentation/sdks/javadoc/2.4.0/org/apache/beam/sdk/transforms/Combine.html) transform.

static <T> Combine.CombineFn<T,?,java.lang.Long>

combineFn()

Returns a Combine.CombineFn that counts the number of its inputs.

static <T> PTransform<PCollection<T>,PCollection<java.lang.Long>>

globally()

Returns a PTransform that counts the number of elements in its input PCollection.

static <T> PTransform<PCollection<T>,PCollection<KV<T,java.lang.Long>>>

perElement()

Returns a PTransform that counts the number of occurrences of each element in its input PCollection.

static <K,V> PTransform<PCollection<KV<K,V>>,PCollection<KV<K,java.lang.Long>>>

perKey()

Returns a PTransform that counts the number of elements associated with each key of its input PCollection.

#### 4.2.9. Filter

#### 4.2.10. FlatMapElements

#### 4.2.11. MapElements

##### SerializableFunction

##### SimpleFunction

#### 4.2.12. Max

#### 4.2.13. Mean

#### 4.2.14 Min

#### 4.2.15 Sum

#### 4.2.16 Keys

#### 4.2.17 Values

### 4.3. 为Beam转换编写用户代码的要求

When you build user code for a Beam transform, you should keep in mind the distributed nature of execution. For example, there might be many copies of your function running on a lot of different machines in parallel, and those copies function independently, without communicating or sharing state with any of the other copies. Depending on the Pipeline Runner and processing back-end you choose for your pipeline, each copy of your user code function may be retried or run multiple times. As such, you should be cautious about including things like state dependency in your user code.

在为Beam转换编写用户代码时, 应牢记执行的分布式性质。例如, 在许多不同的机器上并行运行的函数可能有许多副本, 并且这些拷贝独立工作, 不与任何其他副本通信或共享状态。根据管道运行程序和为管道选择的处理后端, 用户代码函数的每个副本都可以重试或多次运行。因此, 你应该谨慎地在用户代码中包括状态依赖性之类的事情。

In general, your user code must fulfill at least these requirements:

通常, 用户代码至少必须满足以下要求:

* Your function object must be **serializable**. 函数对象必须是可序列化的
* Your function object must be **thread-compatible**, and be aware that the Beam SDKs are not thread-safe. 函数对象必须与线程兼容, 并注意Beam SDK 不是线程安全的。

In addition, it’s recommended that you make your function object **idempotent**.

此外, 建议你将函数对象作为幂等。

**Note:** These requirements apply to subclasses of DoFn (a function object used with the [ParDo](https://beam.apache.org/documentation/programming-guide/#pardo)transform), CombineFn (a function object used with the [Combine](https://beam.apache.org/documentation/programming-guide/#combine) transform), and WindowFn (a function object used with the [Window](https://beam.apache.org/documentation/programming-guide/#windowing) transform).

注意: 这些要求适用于 DoFn 的子类 (与 ParDo转换一起使用的函数对象)、CombineFn (用于组合转换的函数对象) 和 WindowFn (用于窗口转换的函数对象)。

#### 4.3.1. Serializability可序列化

Any function object you provide to a transform must be **fully serializable**. This is because a copy of the function needs to be serialized and transmitted to a remote worker in your processing cluster. The base classes for user code, such as DoFn, CombineFn, and WindowFn, already implement Serializable; however, your subclass must not add any non-serializable members.

为转换提供的任何函数对象都必须是完全可序列化的。这是因为需要序列化函数的副本并将其传输到处理群集中的远程工作员（Worker）。用户代码的基类 (如 DoFn、CombineFn 和 WindowFn) 已经实现可序列化；但是， 子类不能添加任何不可序列化的成员。

Some other serializability factors you should keep in mind are:

你应该牢记的其他一些可序列化因素是:

* Transient fields in your function object are not transmitted to worker instances, because they are not automatically serialized. 函数对象中的瞬态字段不会被传输到工作实例, 因为它们不会自动序列化。
* Avoid loading a field with a large amount of data before serialization. 在序列化前避免加载大量数据的字段。
* Individual instances of your function object cannot share data. 函数对象的单个实例无法共享数据。
* Mutating a function object after it gets applied will have no effect. 在应用函数对象后对其进行变异将不起作用。
* Take care when declaring your function object inline by using an anonymous inner class instance. In a non-static context, your inner class instance will implicitly contain a pointer to the enclosing class and that class’ state. That enclosing class will also be serialized, and thus the same considerations that apply to the function object itself also apply to this outer class. 使用匿名内部类实例在内联声明函数对象时要小心。在非静态上下文中, 内部类实例将隐式包含指向封闭类和该类的状态的指针。该封闭类也将被序列化, 因此应用于函数对象本身的相同注意事项也适用于此外部类。

#### 4.3.2.线程兼容性

Your function object should be thread-compatible. Each instance of your function object is accessed by a single thread on a worker instance, unless you explicitly create your own threads. Note, however, that **the Beam SDKs are not thread-safe**. If you create your own threads in your user code, you must provide your own synchronization. Note that static members in your function object are not passed to worker instances and that multiple instances of your function may be accessed from different threads.

函数对象应与线程兼容。函数对象的每个实例都由工作实例上的单个线程访问, 除非显式创建自己的线程。但是, 请注意, Beam SDK 不是线程安全的。如果你在用户代码中创建自己的线程，则必须提供自己的同步。请注意, 函数对象中的静态成员不会传递给工作实例, 并且可以从不同的线程访问函数的多个实例。

#### 4.3.3.幂等性

It’s recommended that you make your function object idempotent–that is, that it can be repeated or retried as often as necessary without causing unintended side effects. The Beam model provides no guarantees as to the number of times your user code might be invoked or retried; as such, keeping your function object idempotent keeps your pipeline’s output deterministic, and your transforms’ behavior more predictable and easier to debug.

建议你使函数对象具有幂等性，也就是，它可以在必要时重复或重试, 而不会导致意外的副作用。Beam模型不保证你的用户代码可能被调用或重试的次数。因此，保持您的函数对象的幂等性会保持管道的输出确定性， 并且转换的行为更加可预测且更易于调试。

### 4.4. 侧面输入

In addition to the main input PCollection, you can provide additional inputs to a ParDo transform in the form of side inputs. A side input is an additional input that your DoFn can access each time it processes an element in the input PCollection. When you specify a side input, you create a view of some other data that can be read from within the ParDo transform’s DoFn while procesing each element.Side inputs are useful if your ParDo needs to inject additional data when processing each element in the input PCollection, but the additional data needs to be determined at runtime (and not hard-coded). Such values might be determined by the input data, or depend on a different branch of your pipeline.

除了主要的输入 PCollection, 你可以以侧面输入的方式提供额外的输入到ParDo转换中。侧面输入是你的DoFn每次处理输入PCollection中的元素时都可以访问的附加输入。当你指定侧输入时, 可以创建一些其他数据的视图, 可从ParDo转换的 DoFn 中读取，同时处理每个元素。

如果ParDo在处理输入 PCollection 中的每个元素时需要注入额外的数据, 则侧向输入变得很有用，但是附加数据需要在运行时确定 (而不是硬编码)。这些值可能由输入数据确定, 或者取决于管道的不同分支。

#### 4.4.1.传递侧面输入到ParDo

*// Pass side inputs to your ParDo transform by invoking .withSideInputs.*

*// Inside your DoFn, access the side input by using the method DoFn.ProcessContext.sideInput.*

*// The input PCollection to ParDo.*

PCollection**<**String**>** words **=** **...;**

*// A PCollection of word lengths that we'll combine into a single value.*

PCollection**<**Integer**>** wordLengths **=** **...;** *// Singleton PCollection*

*// Create a singleton PCollectionView from wordLengths using Combine.globally and View.asSingleton.*

**final** PCollectionView**<**Integer**>** maxWordLengthCutOffView **=**

wordLengths**.**apply**(**Combine**.**globally**(new** Max**.**MaxIntFn**()).**asSingletonView**());**

*// Apply a ParDo that takes maxWordLengthCutOffView as a side input.*

PCollection**<**String**>** wordsBelowCutOff **=**

words**.**apply**(**ParDo

**.**of**(new** DoFn**<**String**,** String**>()** **{**

**public** **void** **processElement(**ProcessContext c**)** **{**

String word **=** c**.**element**();**

*// In our DoFn, access the side input.*

**int** lengthCutOff **=** c**.**sideInput**(**maxWordLengthCutOffView**);**

**if** **(**word**.**length**()** **<=** lengthCutOff**)** **{**

c**.**output**(**word**);**

**}**

**}**

**}).**withSideInputs**(**maxWordLengthCutOffView**)**

**);**

#### 4.4.2.侧面输入与窗口

A windowed PCollection may be infinite and thus cannot be compressed into a single value (or single collection class). When you create a PCollectionView of a windowed PCollection, the PCollectionView represents a single entity per window (one singleton per window, one list per window, etc.).

窗口 PCollection 可能是无限的，因此不能压缩为单个值 (或单个集合类)。当你创建窗口 PCollection 的 PCollectionView 时，PCollectionView 代表每个窗口的单个实体 (每个窗口有一个单例，每个窗口有一个列表，等等)。

Beam uses the window(s) for the main input element to look up the appropriate window for the side input element. Beam projects the main input element’s window into the side input’s window set, and then uses the side input from the resulting window. If the main input and side inputs have identical windows, the projection provides the exact corresponding window. However, if the inputs have different windows, Beam uses the projection to choose the most appropriate side input window.

Beam使用主输入元素的窗口为侧面输入元素查找相应的窗口。Beam将主输入元素的窗口投射到侧面输入的窗口中, 然后使用结果窗口中的侧面输入。如果主输入和侧面输入有相同的窗口, 则投影提供精确对应的窗口。但是, 如果输入有不同的窗口, Beam使用投影选择最合适的侧输入窗口。

For example, if the main input is windowed using fixed-time windows of one minute, and the side input is windowed using fixed-time windows of one hour, Beam projects the main input window against the side input window set and selects the side input value from the appropriate hour-long side input window.

例如，如果主输入使用一分钟的固定时间窗口进行窗口化，而侧面输入用一个小时的固定时间窗口进行窗口化，则Beam将主输入窗口投射到侧面输入窗口，并从适当的小时长度的侧面输入窗口选择侧面输入值。

If the main input element exists in more than one window, then processElement gets called multiple times, once for each window. Each call to processElement projects the “current” window for the main input element, and thus might provide a different view of the side input each time.

如果主输入元素存在于多个窗口中, 则 processElement 会多次被调用, 每一个窗口都有一次。对 processElement 的每个调用都为主输入元素投影 "当前" 窗口, 因此每次都可能提供对侧输入的不同视图。

If the side input has multiple trigger firings, Beam uses the value from the latest trigger firing. This is particularly useful if you use a side input with a single global window and specify a trigger.

如果侧面输入有多个触发器触发, 则Beam使用最新触发器触发的值。如果在单个全局窗口中使用侧输入并指定触发器, 则这一点特别有用。

### 4.5.附加输出

While ParDo always produces a main output PCollection (as the return value from apply), you can also have your ParDo produce any number of additional output PCollections. If you choose to have multiple outputs, your ParDo returns all of the output PCollections (including the main output) bundled together.

虽然ParDo总是产生一个主输出 PCollection (作为返回值从应用), 你也可以让你的ParDo产生任何数量的额外输出 PCollections。如果选择多个输出, 则ParDo返回捆绑在一起的所有输出 PCollections (包括主输出)。

#### 4.5.1.多输出标记

*// To emit elements to multiple output PCollections, create a TupleTag object to identify each collection*

*// that your ParDo produces. For example, if your ParDo produces three output PCollections (the main output*

*// and two additional outputs), you must create three TupleTags. The following example code shows how to*

*// create TupleTags for a ParDo with three output PCollections.*

*// Input PCollection to our ParDo.*

PCollection**<**String**>** words **=** **...;**

*// The ParDo will filter words whose length is below a cutoff and add them to*

*// the main ouput PCollection<String>.*

*// If a word is above the cutoff, the ParDo will add the word length to an*

*// output PCollection<Integer>.*

*// If a word starts with the string "MARKER", the ParDo will add that word to an*

*// output PCollection<String>.*

**final** **int** wordLengthCutOff **=** 10**;**

*// Create three TupleTags, one for each output PCollection.*

*// Output that contains words below the length cutoff.*

**final** TupleTag**<**String**>** wordsBelowCutOffTag **=**

**new** TupleTag**<**String**>(){};**

*// Output that contains word lengths.*

**final** TupleTag**<**Integer**>** wordLengthsAboveCutOffTag **=**

**new** TupleTag**<**Integer**>(){};**

*// Output that contains "MARKER" words.*

**final** TupleTag**<**String**>** markedWordsTag **=**

**new** TupleTag**<**String**>(){};**

*// Passing Output Tags to ParDo:*

*// After you specify the TupleTags for each of your ParDo outputs, pass the tags to your ParDo by invoking*

*// .withOutputTags. You pass the tag for the main output first, and then the tags for any additional outputs*

*// in a TupleTagList. Building on our previous example, we pass the three TupleTags for our three output*

*// PCollections to our ParDo. Note that all of the outputs (including the main output PCollection) are*

*// bundled into the returned PCollectionTuple.*

PCollectionTuple results **=**

words**.**apply**(**ParDo

**.**of**(new** DoFn**<**String**,** String**>()** **{**

*// DoFn continues here.*

**...**

**})**

*// Specify the tag for the main output.*

**.**withOutputTags**(**wordsBelowCutOffTag**,**

*// Specify the tags for the two additional outputs as a TupleTagList.*

TupleTagList**.**of**(**wordLengthsAboveCutOffTag**)**

**.**and**(**markedWordsTag**)));**

#### 4.5.2.在DoFn中发出多个输出

*// Inside your ParDo's DoFn, you can emit an element to a specific output PCollection by passing in the*

*// appropriate TupleTag when you call ProcessContext.output.*

*// After your ParDo, extract the resulting output PCollections from the returned PCollectionTuple.*

*// Based on the previous example, this shows the DoFn emitting to the main output and two additional outputs.*

**.**of**(new** DoFn**<**String**,** String**>()** **{**

**public** **void** **processElement(**ProcessContext c**)** **{**

String word **=** c**.**element**();**

**if** **(**word**.**length**()** **<=** wordLengthCutOff**)** **{**

*// Emit short word to the main output.*

*// In this example, it is the output with tag wordsBelowCutOffTag.*

c**.**output**(**word**);**

**}** **else** **{**

*// Emit long word length to the output with tag wordLengthsAboveCutOffTag.*

c**.**output**(**wordLengthsAboveCutOffTag**,** word**.**length**());**

**}**

**if** **(**word**.**startsWith**(**"MARKER"**))** **{**

*// Emit word to the output with tag markedWordsTag.*

c**.**output**(**markedWordsTag**,** word**);**

**}**

**}}));**

*# Inside your ParDo's DoFn, you can emit an element to a specific output by wrapping the value and the output tag (str).*

*# using the pvalue.OutputValue wrapper class.*

*# Based on the previous example, this shows the DoFn emitting to the main output and two additional outputs.*

### 4.6.复合变换

Transforms can have a nested structure, where a complex transform performs multiple simpler transforms (such as more than one ParDo, Combine, GroupByKey, or even other composite transforms). These transforms are called composite transforms. Nesting multiple transforms inside a single composite transform can make your code more modular and easier to understand.

转换可以有一个嵌套结构, 其中复杂转换执行多个更简单的转换 (如多个ParDo、组合、GroupByKey 甚至其他复合转换)。这些转换称为复合转换。在单个复合转换内嵌套多个转换可以使代码更模块化, 更易于理解。

The Beam SDK comes packed with many useful composite transforms. See the API reference pages for a list of transforms.

Beam SDK 包装有许多有用的复合变换。有关转换列表, 请参见 API 参考页.

#### 4.6.1. 复合变换示例

The CountWords transform in the [WordCount example program](https://beam.apache.org/get-started/wordcount-example/) is an example of a composite transform. CountWords is a PTransformsubclass that consists of multiple nested transforms.

WordCount 示例程序中的 CountWords 转换是复合转换的一个示例。CountWords 是由多个嵌套转换组成的 PTransform子类。

In its expand method, the CountWords transform applies the following transform operations:

在其expand 方法中, CountWords 转换应用以下转换操作:

1. It applies a ParDo on the input PCollection of text lines, producing an output PCollection of individual words. 它对文本行的输入 PCollection 应用一个ParDo, 产生单个词的输出 PCollection。
2. It applies the Beam SDK library transform Count on the PCollection of words, producing a PCollection of key/value pairs. Each key represents a word in the text, and each value represents the number of times that word appeared in the original data. 它将Beam SDK 库转换计数应用于单词的 PCollection, 产生键/值对的 PCollection。每个键表示文本中的一个单词, 每个值表示 word 在原始数据中出现的次数。

Note that this is also an example of nested composite transforms, as Count is, by itself, a composite transform.

请注意, 这也是嵌套复合转换的一个示例, 因为 Count 本身就是一个复合转换。

Your composite transform’s parameters and return value must match the initial input type and final return type for the entire transform, even if the transform’s intermediate data changes type multiple times.

即使转换的中间数据多次更改, 复合转换的参数和返回值也必须与整个转换的初始输入类型和最终返回类型相匹配。

**public** **static** **class** **CountWords** **extends** PTransform**<**PCollection**<**String**>,**

PCollection**<**KV**<**String**,** Long**>>>** **{**

@Override

**public** PCollection**<**KV**<**String**,** Long**>>** **expand(**PCollection**<**String**>** lines**)** **{**

*// Convert lines of text into individual words.*

PCollection**<**String**>** words **=** lines**.**apply**(**

ParDo**.**of**(new** ExtractWordsFn**()));**

*// Count the number of times each word occurs.*

PCollection**<**KV**<**String**,** Long**>>** wordCounts **=**

words**.**apply**(**Count**.<**String**>**perElement**());**

**return** wordCounts**;**

**}**

**}**

#### 4.6.2.创建复合转换

To create your own composite transform, create a subclass of the PTransform class and override the expand method to specify the actual processing logic. You can then use this transform just as you would a built-in transform from the Beam SDK.

若要创建自己的复合转换, 请创建 PTransform 类的子类别, 并重写expand 方法以指定实际的处理逻辑。然后,可以像使用Beam SDK 中的内置转换一样使用此转换。

For the PTransform class type parameters, you pass the PCollection types that your transform takes as input, and produces as output. To take multiple PCollections as input, or produce multiple PCollections as output, use one of the multi-collection types for the relevant type parameter.

对于 PTransform 类类型参数, 可以传递转换所采用的 PCollection 类型作为输入, 并生成输出。要将多个 PCollections 作为输入, 或生成多个 PCollections 作为输出, 请使用相关类型参数的多集合类型之一。

The following code sample shows how to declare a PTransform that accepts a PCollection of Strings for input, and outputs a PCollection of Integers:

下面的代码示例演示如何声明接受输入的字符串 PCollection 的 PTransform, 并输出整数的 PCollection:

**static** **class** **ComputeWordLengths**

**extends** PTransform**<**PCollection**<**String**>,** PCollection**<**Integer**>>** **{**

**...**

**}**

Within your PTransform subclass, you’ll need to override the expand method. The expand method is where you add the processing logic for the PTransform. Your override of expand must accept the appropriate type of input PCollection as a parameter, and specify the output PCollection as the return value.

在 PTransform 子类中, 你需要重写expand 方法。expand 方法是为 PTransform 添加处理逻辑的位置。你的扩展重写必须接受适当类型的输入 PCollection 作为参数, 并指定输出 PCollection 作为返回值。

The following code sample shows how to override expand for the ComputeWordLengths class declared in the previous example:

下面的代码示例演示如何重写在上一个示例中声明的 ComputeWordLengths 类的展开:

**static** **class** **ComputeWordLengths**

**extends** PTransform**<**PCollection**<**String**>,** PCollection**<**Integer**>>** **{**

@Override

**public** PCollection**<**Integer**>** **expand(**PCollection**<**String**>)** **{**

**...**

*// transform logic goes here*

**...**

**}**

As long as you override the expand method in your PTransform subclass to accept the appropriate input PCollection(s) and return the corresponding output PCollection(s), you can include as many transforms as you want. These transforms can include core transforms, composite transforms, or the transforms included in the Beam SDK libraries. 只要重写 PTransform 子类中的expand 方法以接受适当的输入 PCollection 并返回相应的输出 PCollection, 就可以包含尽可能多的转换。这些转换可以包括核心转换、复合转换或Beam SDK 库中包含的转换。

**Note:** The expand method of a PTransform is not meant to be invoked directly by the user of a transform. Instead, you should call the apply method on the PCollection itself, with the transform as an argument. This allows transforms to be nested within the structure of your pipeline.

注意: PTransform 的展开方法并不意味着由转换的用户直接调用。相反, 您应该调用PCollection 本身的 apply 方法, 并将转换作为参数。这允许转换嵌套在管道结构中。

#### 4.6.3. PTransform风格指南

The [PTransform Style Guide](https://beam.apache.org/contribute/ptransform-style-guide/) contains additional information not included here, such as style guidelines, logging and testing guidance, and language-specific considerations. The guide is a useful starting point when you want to write new composite PTransforms.

PTransform 样式指南包含此处不包括的其他信息, 如样式指南、日志记录和测试指南以及特定于语言的注意事项。当你要编写新的复合 PTransforms 时, 指南是一个有用的起点。

## 5. 管道 I/O

When you create a pipeline, you often need to read data from some external source, such as a file or a database. Likewise, you may want your pipeline to output its result data to an external storage system. Beam provides read and write transforms for a [number of common data storage types](https://beam.apache.org/documentation/io/built-in/). If you want your pipeline to read from or write to a data storage format that isn’t supported by the built-in transforms, you can [implement your own read and write transforms](https://beam.apache.org/documentation/io/io-toc/).

创建管道时, 通常需要从某些外部源 (如文件或数据库) 中读取数据。同样, 您可能希望管道将其结果数据输出到外部存储系统。Beam为许多常见的数据存储类型提供读写转换。如果希望管道读取或写入不受内置转换支持的数据存储格式, 可以实现自己的读写转换。

### 5.1.读取输入数据

Read transforms read data from an external source and return a PCollection representation of the data for use by your pipeline. You can use a read transform at any point while constructing your pipeline to create a new PCollection, though it will be most common at the start of your pipeline.

读取转换从外部源读取数据, 并返回数据的 PCollection 表示形式以供管道使用。在构建管道时, 您可以在任何时候使用读取转换来创建新的 PCollection, 尽管在管道的开始时它将是最常见的。

PCollection**<**String**>** lines **=** p**.**apply**(**TextIO**.**read**().**from**(**"gs://some/inputData.txt"**));**

### 5.2.写出输出数据

Write transforms write the data in a PCollection to an external data source. You will most often use write transforms at the end of your pipeline to output your pipeline’s final results. However, you can use a write transform to output a PCollection’s data at any point in your pipeline.

写转换将 PCollection 中的数据写入外部数据源。您通常会在管道的末尾使用写转换来输出管道的最终结果。但是, 您可以使用写转换在管道的任何位置输出 PCollection 的数据。

output**.**apply**(**TextIO**.**write**().**to**(**"gs://some/outputData"**));**

### 5.3.基于文件的输入和输出数据

#### 5.3.1.从多个位置读取

Many read transforms support reading from multiple input files matching a glob operator you provide. Note that glob operators are filesystem-specific and obey filesystem-specific consistency models. The following TextIO example uses a glob operator (\*) to read all matching input files that have prefix “input-“ and the suffix “.csv” in the given location:

许多读取转换支持从多个输入文件中读取与您提供的一个元运算符匹配的内容。请注意, 该运算符是文件系统特定的, 并服从文件系统特定的一致性模型。下面的 TextIO 示例使用一个跨区域运算符 (\*) 读取所有匹配的输入文件, 它们的前缀为 "input", 并在给定位置添加后缀 ". csv":

p**.**apply**(**“ReadFromText”**,**

TextIO**.**read**().**from**(**"protocol://my\_bucket/path/to/input-\*.csv"**);**

To read data from disparate sources into a single PCollection, read each one independently and then use the [Flatten](https://beam.apache.org/documentation/programming-guide/#flatten) transform to create a single PCollection.

要将来自不同源的数据读取到单个 PCollection 中, 请独立地读取它们, 然后使用拼合转换创建单个 PCollection。

#### 5.3.2.写出到过个输出文件

For file-based output data, write transforms write to multiple output files by default. When you pass an output file name to a write transform, the file name is used as the prefix for all output files that the write transform produces. You can append a suffix to each output file by specifying a suffix.

对于基于文件的输出数据, 默认情况下, 写转换写入多个输出文件。将输出文件名传递给写入转换时, 文件名将用作写入转换生成的所有输出文件的前缀。通过指定后缀, 可以将后缀追加到每个输出文件。

The following write transform example writes multiple output files to a location. Each file has the prefix “numbers”, a numeric tag, and the suffix “.csv”.

下面的写转换示例将多个输出文件写入一个位置。每个文件都有前缀 "数字"、数字标记和后缀 ". csv"。

records**.**apply**(**"WriteToText"**,**

TextIO**.**write**().**to**(**"protocol://my\_bucket/path/to/numbers"**)**

**.**withSuffix**(**".csv"**));**

### 5.4. Beam提供的I/O转换

See the [Beam-provided I/O Transforms](https://beam.apache.org/documentation/io/built-in/) page for a list of the currently available I/O transforms.

有关当前可用 I/O 转换的列表, 请参见https://beam.apache.org/documentation/io/built-in/。

## 6.数据编码与类型安全

When Beam runners execute your pipeline, they often need to materialize the intermediate data in your PCollections, which requires converting elements to and from byte strings. The Beam SDKs use objects called Coders to describe how the elements of a given PCollection may be encoded and decoded.

当Beam运行器执行你的管道时, 他们通常需要在你的PCollections中具体化（实质化）中间数据, 这需要将元素转换成字节字符串。Beam SDK 使用称为编码的对象来描述给定 PCollection的元素如何被编码和解码。

Note that coders are unrelated to parsing or formatting data when interacting with external data sources or sinks. Such parsing or formatting should typically be done explicitly, using transforms such as ParDo or MapElements.

请注意, 在与外部数据源或接收器交互时, 编码器与解析或格式化数据无关。此类解析或格式通常应使用parDo或 MapElements 等转换显式进行。

In the Beam SDK for Java, the type Coder provides the methods required for encoding and decoding data. The SDK for Java provides a number of Coder subclasses that work with a variety of standard Java types, such as Integer, Long, Double, StringUtf8 and more. You can find all of the available Coder subclasses in the [Coder package](https://github.com/apache/beam/tree/master/sdks/java/core/src/main/java/org/apache/beam/sdk/coders).

在 Java 的Beam SDK 中, 类型编码器提供了编码和解码数据所需的方法。Java SDK 提供了许多使用各种标准 Java 类型 (如整数、长、双、StringUtf8 等) 的编码子类。你可以在编码器包中找到所有可用的编码子类。

Note that coders do not necessarily have a 1:1 relationship with types. For example, the Integer type can have multiple valid coders, and input and output data can use different Integer coders. A transform might have Integer-typed input data that uses BigEndianIntegerCoder, and Integer-typed output data that uses VarIntCoder.

请注意, 编码器不一定与类型有1:1 的关系。例如, 整数类型可以有多个有效的编码器, 输入和输出数据可以使用不同的整数编码。转换可能具有使用BigEndianIntegerCoder的整数类型输入数据, 以及使用VarIntCoder的整数类型输出数据。

### 6.1.指定编码器

The Beam SDKs require a coder for every PCollection in your pipeline. In most cases, the Beam SDK is able to automatically infer a Coder for a PCollection based on its element type or the transform that produces it, however, in some cases the pipeline author will need to specify a Coder explicitly, or develop a Coder for their custom type.

BeamSDK中，每个在你的管道中的PCollection都需要一个编码器。在大多数情况下, Beam SDK 可以根据其元素类型或产生它的变换自动推断PCollection的编码器, 但是, 在某些情况下, 管道设计者需要显式指定编码器, 或者为其自定义类型开发编码器。

You can explicitly set the coder for an existing PCollection by using the method PCollection.setCoder. Note that you cannot call setCoder on a PCollection that has been finalized (e.g. by calling .apply on it).

通过使用 PCollection.setCoder 方法, 可以显式设置现有 PCollection 的编码器。请注意, 你不能在已完成的 PCollection 上调用 setCoder (例如, 通过调用apply方法)。

You can get the coder for an existing PCollection by using the method getCoder. This method will fail with an IllegalStateException if a coder has not been set and cannot be inferred for the given PCollection.

通过使用 getCoder 方法, 可以获得现有 PCollection 的编码器。如果未设置编码器, 并且无法为给定的 PCollection 推断出编码器，则此方法将失败并抛出IllegalStateException。

Beam SDKs use a variety of mechanisms when attempting to automatically infer the Coder for a PCollection.

在时, BeamSDK会使用多种机制自动推断 PCollection 编码器。

Each pipeline object has a CoderRegistry. The CoderRegistry represents a mapping of Java types to the default coders that the pipeline should use for PCollections of each type.

每个管道对象都有一个 CoderRegistry。CoderRegistry 表示 Java 类型映射到管道应用于每种类型 PCollections 的默认编码器。

By default, the Beam SDK for Java automatically infers the Coder for the elements of a PCollection produced by a PTransform using the type parameter from the transform’s function object, such as DoFn. In the case of ParDo, for example, a DoFn<Integer, String>function object accepts an input element of type Integer and produces an output element of type String. In such a case, the SDK for Java will automatically infer the default Coder for the output PCollection<String> (in the default pipeline CoderRegistry, this isStringUtf8Coder).

默认情况下, Java 的Beam SDK 会使用转换函数对象 (如 DoFn) 中的类型参数，自动推断出由 PTransform 生成的 PCollection 的元素的编码器。例如, 在ParDo的情况下, DoFn <Integer, String> 函数对象接受类型整数的输入元素, 并生成类型字符串的输出元素。在这种情况下, Java SDK 将自动推断输出 PCollection <String> 的默认编码器 (在默认管道 CoderRegistry 中, 此 isStringUtf8Coder)。

NOTE: If you create your PCollection from in-memory data by using the Create transform, you cannot rely on coder inference and default coders. Create does not have access to any typing information for its arguments, and may not be able to infer a coder if the argument list contains a value whose exact run-time class doesn’t have a default coder registered.

注意: 如果你使用 "创建转换" 从内存中的数据创建 PCollection, 则不能依赖编码器推理和默认编码器。"创建" 不具有对其参数的任何键入信息的访问权限, 如果参数列表中包含的值的确切运行时类（Run-time class）没有注册的默认编码器, 则可能无法推断出编码者。

When using Create, the simplest way to ensure that you have the correct coder is by invoking withCoder when you apply the Createtransform.

使用 Create 时, 确保你拥有正确编码器的最简单方法是在应用 Create 时调用 withCoder。

### 6.2. 默认编码和 CoderRegistry

Each Pipeline object has a CoderRegistry object, which maps language types to the default coder the pipeline should use for those types. You can use the CoderRegistry yourself to look up the default coder for a given type, or to register a new default coder for a given type.

每个管道对象都有一个 CoderRegistry 对象, 它将语言类型映射到管道应用于这些类型的默认编码器。您可以使用 CoderRegistry查找给定类型的默认编码器, 或者为给定类型注册新的默认编码器。

CoderRegistry contains a default mapping of coders to standard Java types for any pipeline you create using the Beam SDK forJava. The following table shows the standard mapping:

CoderRegistry 包含一个默认的编码器映射到标准 JavaPython 类型的任何管道, 你创建使用Beam SDK forJavaPython。下表显示了标准映射:

| **Java Type** | **Default Coder** |
| --- | --- |
| Double | DoubleCoder |
| Instant | InstantCoder |
| Integer | VarIntCoder |
| Iterable | IterableCoder |
| KV | KvCoder |
| List | ListCoder |
| Map | MapCoder |
| Long | VarLongCoder |
| String | StringUtf8Coder |
| TableRow | TableRowJsonCoder |
| Void | VoidCoder |
| byte[ ] | ByteArrayCoder |
| TimestampedValue | TimestampedValueCoder |

#### 6.2.1.查找默认编码器

You can use the method CoderRegistry.getDefaultCoder to determine the default Coder for a Java type. You can access the CoderRegistry for a given pipeline by using the method Pipeline.getCoderRegistry. This allows you to determine (or set) the default Coder for a Java type on a per-pipeline basis: i.e. “for this pipeline, verify that Integer values are encoded using BigEndianIntegerCoder.”

你可以使用CoderRegistry.getDefaultCoder方法来确定 Java 类型的默认编码器。你可以通过Pipeline.getCoderRegistry方法访问给定管道的 CoderRegistry。这样, 你就可以在每个管道的基础上确定 (或设置) Java 类型的默认编码器: 即 "对于此管道, 请验证是否使用 BigEndianIntegerCoder 对整数值进行编码。

#### 6.2.2.设置类型的默认编码器

To set the default Coder for a Java type for a particular pipeline, you obtain and modify the pipeline’s CoderRegistry. You use the method Pipeline.getCoderRegistry to get the CoderRegistry object, and then use the methodCoderRegistry.registerCoder  to register a new Coder for the target type.

若要为特定管道设置 Java类型的默认编码器, 请获取并修改管道的 CoderRegistry。使用方法Pipeline.getCoderRegistry获取 CoderRegistry 对象, 然后使用方法CoderRegistry. registerCoder为目标类型注册新的编码。

The following example code demonstrates how to set a default Coder, in this case BigEndianIntegerCoder, for Integer values for a pipeline.

下面的代码示例演示如何为管道的 Integer 值设置默认编码器 (在本例中为 BigEndianIntegerCoder)。

PipelineOptions options **=** PipelineOptionsFactory**.**create**();**

Pipeline p **=** Pipeline**.**create**(**options**);**

CoderRegistry cr **=** p**.**getCoderRegistry**();**

cr**.**registerCoder**(**Integer**.**class**,** BigEndianIntegerCoder**.**class**);**

#### 6.2.3.使用默认编码器对自定义数据类型进行批注

If your pipeline program defines a custom data type, you can use the @DefaultCoder annotation to specify the coder to use with that type. For example, let’s say you have a custom data type for which you want to use SerializableCoder. You can use the @DefaultCoderannotation as follows:

如果管道程序定义了自定义数据类型, 则可以使用 @DefaultCoder 注释指定要与该类型一起使用的编码器。例如, 假设您有一个要使用 SerializableCoder 的自定义数据类型。可以使用 @DefaultCoderannotation, 如下所示:

@DefaultCoder**(**AvroCoder**.**class**)**

**public** **class** **MyCustomDataType** **{**

**...**

**}**

If you’ve created a custom coder to match your data type, and you want to use the @DefaultCoder annotation, your coder class must implement a static Coder.of(Class<T>) factory method.

如果已经创建了一个自定义编码器来匹配数据类型, 并且要使用 @DefaultCoder 注释, 则编码器类必须实现静态Coder.of (Class <T>) 工厂方法。

**public** **class** **MyCustomCoder** **implements** Coder **{**

**public** **static** Coder**<**T**>** **of(**Class**<**T**>** clazz**)** **{...}**

**...**

**}**

@DefaultCoder**(**MyCustomCoder**.**class**)**

**public** **class** **MyCustomDataType** **{**

**...**

**}**

## 7. 窗口Windowing

Windowing subdivides a PCollection according to the timestamps of its individual elements. Transforms that aggregate multiple elements, such as GroupByKey and Combine, work implicitly on a per-window basis — they process each PCollection as a succession of multiple, finite windows, though the entire collection itself may be of unbounded size.

窗口根据每个元素的时间戳对PCollection进行细分。聚合多个元素的转换，如GroupByKey和Composed，在每个窗口的基础上隐式地工作--它们将每个PCollection作为多个有限窗口的继承处理，尽管整个集合本身可能是无限大小的。

A related concept, called **triggers**, determines when to emit the results of aggregation as unbounded data arrives. You can use triggers to refine the windowing strategy for your PCollection. Triggers allow you to deal with late-arriving data or to provide early results. See the [triggers](https://beam.apache.org/documentation/programming-guide/#triggers) section for more information.

当无界数据到达时，触发器确定何时发出聚合结果。您可以使用触发器来改进PCollection的窗口策略。触发器允许您处理延迟到达的数据或提供早期结果。有关更多信息，请参见 [triggers](https://beam.apache.org/documentation/programming-guide/#triggers)部分。

### 7.1. 窗口的基础知识 （Windowing basics）

Some Beam transforms, such as GroupByKey and Combine, group multiple elements by a common key. Ordinarily, that grouping operation groups all of the elements that have the same key within the entire data set. With an unbounded data set, it is impossible to collect all of the elements, since new elements are constantly being added and may be infinitely many (e.g. streaming data). If you are working with unbounded PCollections, windowing is especially useful.

一些束转换(如GroupByKey和Combine)使用公共密钥对多个元素进行分组。通常，该分组操作对整个数据集中具有相同键的所有元素进行分组。使用无界数据集，不可能收集所有的元素，因为新元素不断地被添加，并且可能无限多(例如流数据)。如果您正在使用无界的PCollection，则窗口特别有用。

In the Beam model, any PCollection (including unbounded PCollections) can be subdivided into logical windows. Each element in a PCollection is assigned to one or more windows according to the PCollection’s windowing function, and each individual window contains a finite number of elements. Grouping transforms then consider each PCollection’s elements on a per-window basis. GroupByKey, for example, implicitly groups the elements of a PCollection by key and window.

在Beam模型中，任何PCollection(包括无界PCollection)都可以细分为逻辑窗口。根据PCollection的窗口功能，将PCollection中的每个元素分配给一个或多个窗口，并且每个单独的窗口包含有限数量的元素。分组转换然后在每个窗口的基础上考虑每个PCollection的元素。例如，GroupByKey隐式地按键和窗口对PCollection元素进行分组。

**Caution:** Beam’s default windowing behavior is to assign all elements of a PCollection to a single, global window and discard late data, even for unbounded *PCollection*s. Before you use a grouping transform such as GroupByKey on an unbounded PCollection, you must do at least one of the following:

注意：BEAM的默认窗口行为是将PCollection的所有元素分配给单个全局窗口，并丢弃后期数据，甚至对于无界的PCollection也是如此。在无界PCollection上使用分组转换(如GroupByKey)之前，必须至少执行以下操作之一：

* Set a non-global windowing function. See [Setting your PCollection’s windowing function](https://beam.apache.org/documentation/programming-guide/#setting-your-pcollections-windowing-function).
* Set a non-default [trigger](https://beam.apache.org/documentation/programming-guide/#triggers). This allows the global window to emit results under other conditions, since the default windowing behavior (waiting for all data to arrive) will never occur.
* 设置一个非全局窗口函数。请参见设置PCollection的窗口功能。
* 设置一个非默认触发器。这允许全局窗口在其他条件下发出结果，因为默认的窗口行为(等待所有数据到达)永远不会发生。

If you don’t set a non-global windowing function or a non-default trigger for your unbounded PCollection and subsequently use a grouping transform such as GroupByKey or Combine, your pipeline will generate an error upon construction and your job will fail.

如果您没有为您的无界PCollection设置非全局窗口函数或非默认触发器，并随后使用GroupByKey或Combine等分组转换，则您的管道将在构造时生成一个错误，您的作业将失败。

#### 7.1.1. 窗口的限制 (Windowing constraints)

After you set the windowing function for a PCollection, the elements’ windows are used the next time you apply a grouping transform to that PCollection. Window grouping occurs on an as-needed basis. If you set a windowing function using the Window transform, each element is assigned to a window, but the windows are not considered until GroupByKey or Combine aggregates across a window and key. This can have different effects on your pipeline. Consider the example pipeline in the figure below:

在你对一个pcollection使用窗函数后，元素的窗口是在你下次申请一个关于PCollection分组变换时使用。窗口分组发生在需要的基础上。如果你设定了一个窗函数使用窗口变换，每个元素被分配给一个窗口，但窗口直到groupbykey或Combine通过一个窗口和键聚集再考虑。这会对你的管道产生不同的影响。考虑下图中的示例管道：
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**Figure:** Pipeline applying windowing

In the above pipeline, we create an unbounded PCollection by reading a set of key/value pairs using KafkaIO, and then apply a windowing function to that collection using the Window transform. We then apply a ParDo to the collection, and then later group the result of that ParDo using GroupByKey. The windowing function has no effect on the ParDo transform, because the windows are not actually used until they’re needed for the GroupByKey. Subsequent transforms, however, are applied to the result of the GroupByKey – data is grouped by both key and window.

在上面的管道中，我们通过使用KafkaIO读取一组键/值对来创建一个无界的PCollection，然后使用窗口转换对该集合应用一个窗口函数。然后，我们将Pardo应用于集合，然后使用GroupByKey对该Pardo的结果进行分组。窗口函数对Pardo转换没有任何影响，因为直到GroupByKey需要窗口时才实际使用这些窗口。然而，后续的转换应用于GroupByKey的结果--数据是按键和窗口进行分组的。

#### 7.1.2. 有界pcollections窗口（Windowing with bounded PCollections）

You can use windowing with fixed-size data sets in **bounded** PCollections. However, note that windowing considers only the implicit timestamps attached to each element of a PCollection, and data sources that create fixed data sets (such as TextIO) assign the same timestamp to every element. This means that all the elements are by default part of a single, global window.

您可以在有界的PCollection中对固定大小的数据集使用窗口化。但是，请注意，窗口只考虑附加到PCollection的每个元素的隐式时间戳，以及创建固定数据集(例如TextIO)的数据源将相同的时间戳分配给每个元素。这意味着在默认情况下，所有元素都是单个全局窗口的一部分。

To use windowing with fixed data sets, you can assign your own timestamps to each element. To assign timestamps to elements, use a ParDo transform with a DoFn that outputs each element with a new timestamp (for example, the [WithTimestamps](https://beam.apache.org/documentation/sdks/javadoc/2.4.0/index.html?org/apache/beam/sdk/transforms/WithTimestamps.html) transform in the Beam SDK for Java).

要对固定数据集使用窗口化，可以为每个元素分配自己的时间戳。若要将时间戳分配给元素，请使用带有DoFn的Pardo转换，该转换以新的时间戳输出每个元素(例如，Beam SDK for Java中的 [WithTimestamps](https://beam.apache.org/documentation/sdks/javadoc/2.4.0/index.html?org/apache/beam/sdk/transforms/WithTimestamps.html)转换)。

To illustrate how windowing with a bounded PCollection can affect how your pipeline processes data, consider the following pipeline:

为了说明使用有界PCollection窗口如何影响管道处理数据的方式，请考虑以下管道：
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**Figure:** GroupByKey and ParDo without windowing, on a bounded collection.

In the above pipeline, we create a bounded PCollection by reading a set of key/value pairs using TextIO. We then group the collection using GroupByKey, and apply a ParDo transform to the grouped PCollection. In this example, the GroupByKey creates a collection of unique keys, and then ParDo gets applied exactly once per key.

在上面的管道，我们通过阅读一组键/值对用TextIO创造界PCollection。然后我们组采用groupbykey收集，并应用ParDo变换分组pcollection。在这个例子中，groupbykey创建一个独特的收集键，然后ParDo就完全适用于每一次的键。

Note that even if you don’t set a windowing function, there is still a window – all elements in your PCollection are assigned to a single global window.

请注意，即使你不设置窗口函数，这还有一个窗口–所有元素在你的pcollection被分配到一个单一的全局窗口

Now, consider the same pipeline, but using a windowing function:

现在，考虑相同的管道，但使用窗口函数：
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**Figure:** GroupByKey and ParDo with windowing, on a bounded collection.

图：GroupByKey和Pardo具有窗口，在一个有限的集合上。

As before, the pipeline creates a bounded PCollection of key/value pairs. We then set a [windowing function](https://beam.apache.org/documentation/programming-guide/#setting-your-pcollections-windowing-function) for that PCollection. The GroupByKey transform groups the elements of the PCollection by both key and window, based on the windowing function. The subsequent ParDo transform gets applied multiple times per key, once for each window.

和前面一样，管道创建了一个有界的键/值对的PCollection。然后，我们为该PCollection设置一个窗口函数。GroupByKey变换基于窗口函数，通过键和窗口对PCollection元素进行分组。随后的ParDo转换获得每个窗口一次的每键多次应用。

### 7.2. 设置窗口的功能（Provided windowing functions）

You can define different kinds of windows to divide the elements of your PCollection. Beam provides several windowing functions, including:

* Fixed Time Windows
* Sliding Time Windows
* Per-Session Windows
* Single Global Window
* Calendar-based Windows (not supported by the Beam SDK for Python)

您可以定义不同类型的窗口来划分PCollection的元素。BEAM提供了几种窗口功能，包括：

·固定时间Windows

·滑动时间Windows

·每次会话Windows

·单个全局窗口

·Calendar-基于Windows(不受BeamSDK for Python支持)

You can also define your own WindowFn if you have a more complex need.

如果您有更复杂的需要，也可以定义自己的WindowFn。

Note that each element can logically belong to more than one window, depending on the windowing function you use. Sliding time windowing, for example, creates overlapping windows wherein a single element can be assigned to multiple windows.

注意，每个元素在逻辑上可以属于多个窗口，这取决于您使用的窗口函数。例如，滑动时间窗口创建重叠窗口，其中单个元素可以分配给多个窗

#### . 固定时间窗 （ Fixed time windows）

The simplest form of windowing is using **fixed time windows**: given a timestamped PCollection which might be continuously updating, each window might capture (for example) all elements with timestamps that fall into a five minute interval.

最简单的窗口形式是使用固定时间窗口：给定一个可能正在不断更新的时间戳PCollection，每个窗口可能捕获(例如)所有具有时间戳的元素，这些元素间隔为5分钟。

A fixed time window represents a consistent duration, non overlapping time interval in the data stream. Consider windows with a five-minute duration: all of the elements in your unbounded PCollection with timestamp values from 0:00:00 up to (but not including) 0:05:00 belong to the first window, elements with timestamp values from 0:05:00 up to (but not including) 0:10:00 belong to the second window, and so on.

固定时间窗口表示数据流中持续时间一致、不重叠的时间间隔。考虑持续时间为5分钟的窗口：您的无限PCollection中的所有元素的时间戳值从0：00：00到(但不包括)0：05：00属于第一个窗口，时间戳值从0：05：00到(但不包括)0：10：00的元素属于第二个窗口，依此类推。
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**Figure:** Fixed time windows, 30s in duration.

#### 7.2.2. 滑动时间窗（Sliding time windows）

A **sliding time window** also represents time intervals in the data stream; however, sliding time windows can overlap. For example, each window might capture five minutes worth of data, but a new window starts every ten seconds. The frequency with which sliding windows begin is called the period. Therefore, our example would have a window duration of five minutes and a period of ten seconds.

滑动时间窗口也表示数据流中的时间间隔；但是，滑动时间窗口可以重叠。例如，每个窗口可能捕获5分钟的数据，但一个新窗口每10秒启动一次。滑动窗口开始的频率称为周期。因此，我们的示例将有一个持续时间为5分钟和10秒钟的窗口。

Because multiple windows overlap, most elements in a data set will belong to more than one window. This kind of windowing is useful for taking running averages of data; using sliding time windows, you can compute a running average of the past five minutes’ worth of data, updated every ten seconds, in our example.

由于多个窗口重叠，数据集中的大多数元素将属于多个窗口。这种窗口对于获取数据的运行平均值很有用；在我们的示例中，使用滑动时间窗口，您可以计算过去五分钟数据的运行平均值，每十秒钟更新一次。
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**Figure:** Sliding time windows, with 1 minute window duration and 30s window period.

#### 7.2.3. 会话窗口 （Session windows）

A **session window** function defines windows that contain elements that are within a certain gap duration of another element. Session windowing applies on a per-key basis and is useful for data that is irregularly distributed with respect to time. For example, a data stream representing user mouse activity may have long periods of idle time interspersed with high concentrations of clicks. If data arrives after the minimum specified gap duration time, this initiates the start of a new window.

会话窗口函数定义包含在另一个元素的特定间隔持续时间内的元素的窗口。会话窗口在按键的基础上应用，对于随时间不定期分布的数据非常有用。例如，表示用户鼠标活动的数据流可能具有长时间的空闲时间，其间有较高的点击浓度。如果数据在最小指定的间隙持续时间之后到达，这将启动一个新窗口的开始。

![Diagram of session windows with a minimum gap duration](data:image/png;base64,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)

**Figure:** Session windows, with a minimum gap duration. Note how each data key has different windows, according to its data distribution.

会话窗口，具有最小的间隙持续时间。注意每个数据键有不同的窗口，根据它的数据分布。.

#### 7.2.4. 单一全局窗口 （The single global window）

By default, all data in a PCollection is assigned to the single global window, and late data is discarded. If your data set is of a fixed size, you can use the global window default for your PCollection.

默认情况下，PCollection中的所有数据都分配给单个全局窗口，而延迟数据将被丢弃。如果数据集是固定大小的，则可以为PCollection使用全局窗口默认值。

You can use the single global window if you are working with an unbounded data set (e.g. from a streaming data source) but use caution when applying aggregating transforms such as GroupByKey and Combine. The single global window with a default trigger generally requires the entire data set to be available before processing, which is not possible with continuously updating data. To perform aggregations on an unbounded PCollection that uses global windowing, you should specify a non-default trigger for that PCollection.

如果使用的是无界数据集(例如来自流数据源)，则可以使用单个全局窗口，但在应用聚合转换(如GroupByKey和 Combine)时要小心。带有默认触发器的单个全局窗口通常要求在处理之前可以使用整个数据集，而连续更新数据是不可能的。若要在使用全局窗口的无界PCollection上执行聚合，应为该PCollection指定一个非默认触发器。

### 7.3. 设置你的pcollection的窗函数(Setting your PCollection’s windowing function)

You can set the windowing function for a PCollection by applying the Window transform. When you apply the Window transform, you must provide a WindowFn. The WindowFn determines the windowing function your PCollection will use for subsequent grouping transforms, such as a fixed or sliding time window.

您可以通过应用窗口转换来设置PCollection的窗口函数。应用窗口转换时，必须提供WindowsFn。WindowFn确定窗口函数——此函数PCollection将用于后续分组转换(例如固定时间窗口或滑动时间窗口)。

When you set a windowing function, you may also want to set a trigger for your PCollection. The trigger determines when each individual window is aggregated and emitted, and helps refine how the windowing function performs with respect to late data and computing early results. See the [triggers](https://beam.apache.org/documentation/programming-guide/#triggers) section for more information.

设置窗口函数时，还可能希望为PCollection设置触发器。触发器确定何时聚合和发出每个单独的窗口，并帮助细化窗口功能对于后期数据和计算早期结果的执行方式。有关更多信息，请参见[triggers](https://beam.apache.org/documentation/programming-guide/#triggers) 部分。

#### 7.3.1. 固定时间窗（Fixed-time windows）

The following example code shows how to apply Window to divide a PCollection into fixed windows, each one minute in length:

下面的代码示例演示如何应用窗口去分pcollection到固定窗，每个窗口长度为1分钟：

PCollection**<**String**>** items **=** **...;**

PCollection**<**String**>** fixedWindowedItems **=** items**.**apply**(**

Window**.<**String**>**into**(**FixedWindows**.**of**(**Duration**.**standardMinutes**(**1**))));**

#### 7.3.2. 滑动时间窗（ Sliding time windows）

The following example code shows how to apply Window to divide a PCollection into sliding time windows. Each window is 30 minutes in length, and a new window begins every five seconds:

下面的示例代码演示如何应用窗口划分PCollection到滑动时间窗口。每个窗口的长度为30分钟，每5秒就有一个新窗口：

PCollection**<**String**>** items **=** **...;**

PCollection**<**String**>** slidingWindowedItems **=** items**.**apply**(**

Window**.<**String**>**into**(**SlidingWindows**.**of**(**Duration**.**standardMinutes**(**30**)).**every**(**Duration**.**standardSeconds**(**5**))));**

#### 7.3.3. 会话窗口（Session windows）

The following example code shows how to apply Window to divide a PCollection into session windows, where each session must be separated by a time gap of at least 10 minutes:

下面的示例代码演示如何应用窗口划分PCollection到会话窗口，其中每个会话必须间隔至少10分钟：

PCollection**<**String**>** items **=** **...;**

PCollection**<**String**>** sessionWindowedItems **=** items**.**apply**(**

Window**.<**String**>**into**(**Sessions**.**withGapDuration**(**Duration**.**standardMinutes**(**10**))));**

Note that the sessions are per-key — each key in the collection will have its own session groupings depending on the data distribution.

注意，会话是按每个键进行的——集合中的每个键将根据数据分布有自己的会话分组。

#### 7.3.4. 单一全局窗口（Single global window）

If your PCollection is bounded (the size is fixed), you can assign all the elements to a single global window. The following example code shows how to set a single global window for a PCollection:

如果PCollection是有界的(大小是固定的)，则可以将所有元素分配给一个全局窗口。下面的示例代码演示如何为PCollection设置单个全局窗口：

PCollection**<**String**>** items **=** **...;**

PCollection**<**String**>** batchItems **=** items**.**apply**(**

Window**.<**String**>**into**(new** GlobalWindows**()));**

### 7.4. 水印和后期数据（Watermarks and late data）

In any data processing system, there is a certain amount of lag between the time a data event occurs (the “event time”, determined by the timestamp on the data element itself) and the time the actual data element gets processed at any stage in your pipeline (the “processing time”, determined by the clock on the system processing the element). In addition, there are no guarantees that data events will appear in your pipeline in the same order that they were generated.

在任何数据处理系统中，在数据事件发生的时间(由数据元素本身的时间戳确定的“事件时间”)到实际数据元素在管道的任何阶段被处理的时间(“处理时间”，由处理该元素的系统上的时钟确定)之间存在一定程度的滞后。此外，无法保证数据事件将以与生成数据事件相同的顺序出现在管道中。

For example, let’s say we have a PCollection that’s using fixed-time windowing, with windows that are five minutes long. For each window, Beam must collect all the data with an event time timestamp in the given window range (between 0:00 and 4:59 in the first window, for instance). Data with timestamps outside that range (data from 5:00 or later) belong to a different window.

例如，假设我们有一个使用固定时间窗口的PCollection，它的窗口只有5分钟长。对于每个窗口，BEAM必须在给定的窗口范围内收集具有事件时间戳的所有数据(例如，在第一个窗口中为0：00到4：59之间)。时间戳超出该范围的数据(5：00或更后面的数据)属于不同的窗口。

However, data isn’t always guaranteed to arrive in a pipeline in time order, or to always arrive at predictable intervals. Beam tracks a watermark, which is the system’s notion of when all data in a certain window can be expected to have arrived in the pipeline. Data that arrives with a timestamp after the watermark is considered **late data**.

然而，数据并不总是按照时间顺序到达管道，或者总是以可预测的间隔到达。BEAM跟踪水印，即某一窗口中的所有管道数据何时到达。在水印之后带有时间戳的数据被认为是后期数据。

From our example, suppose we have a simple watermark that assumes approximately 30s of lag time between the data timestamps (the event time) and the time the data appears in the pipeline (the processing time), then Beam would close the first window at 5:30. If a data record arrives at 5:34, but with a timestamp that would put it in the 0:00-4:59 window (say, 3:38), then that record is late data.

在我们的例子中，假设我们有一个简单的水印，假定在数据的时间戳（事件时间）和出现在管道的时间数据（处理时间）之间存在大约30秒的滞后时间，然后在5:30Beam将关闭第一个窗口。如果一个数据记录到5:34，但有一个时间戳，就把它放在0:00-4:59窗口（也就是说，38），这个记录就是后期数据。

Note: For simplicity, we’ve assumed that we’re using a very straightforward watermark that estimates the lag time. In practice, your PCollection’s data source determines the watermark, and watermarks can be more precise or complex.

注意：为了简单起见，我们假设我们使用了一个非常直观的水印来估计延迟时间。在实践中，你的pcollection数据源确定水印，水印可以更精确的或复杂的。

Beam’s default windowing configuration tries to determines when all data has arrived (based on the type of data source) and then advances the watermark past the end of the window. This default configuration does not allow late data. [Triggers](https://beam.apache.org/documentation/programming-guide/#triggers) allow you to modify and refine the windowing strategy for a PCollection. You can use triggers to decide when each individual window aggregates and reports its results, including how the window emits late elements.

BEAM的默认窗口配置试图确定所有数据何时到达(基于数据源的类型)，然后将水印推进到窗口的末尾。此默认配置不允许延迟数据。触发器允许您修改和改进PCollection的窗口策略。您可以使用触发器来决定每个窗口何时聚合和报告其结果，包括窗口如何发出延迟元素。

#### 7.4.1. 延迟数据管理 （ Managing late data）

You can allow late data by invoking the .withAllowedLateness operation when you set your PCollection’s windowing strategy. The following code example demonstrates a windowing strategy that will allow late data up to two days after the end of a window.

您可以在设置PCollection的窗口策略时通过调用.withAllowedLateness操作来允许延迟数据。下面的代码示例演示了一个窗口化策略，该策略允许在窗口结束后两天内的延迟数据。

PCollection**<**String**>** items **=** **...;**

PCollection**<**String**>** fixedWindowedItems **=** items**.**apply**(**

Window**.<**String**>**into**(**FixedWindows**.**of**(**Duration**.**standardMinutes**(**1**)))**

**.**withAllowedLateness**(**Duration**.**standardDays**(**2**)));**

When you set .withAllowedLateness on a PCollection, that allowed lateness propagates forward to any subsequent PCollectionderived from the first PCollection you applied allowed lateness to. If you want to change the allowed lateness later in your pipeline, you must do so explictly by applying Window.configure().withAllowedLateness().

当您在PCollection上设置.withAllowedLateness时，允许的延迟将从您应用延迟的第一个PCollection一直传播到其派生的后续PCollection中。如果您想在稍后的管道中更改允许的延迟性，则必须通过应用 Window.configure().withAllowedLateness()进行明确的更改。

### 7.5. 给一个pcollection的元素添加时间戳（ Adding timestamps to a PCollection’s elements）

An unbounded source provides a timestamp for each element. Depending on your unbounded source, you may need to configure how the timestamp is extracted from the raw data stream.

无界源为每个元素提供时间戳。根据您的无界源，您可能需要配置如何从原始数据流中提取时间戳。

However, bounded sources (such as a file from TextIO) do not provide timestamps. If you need timestamps, you must add them to your PCollection’s elements.

但是，有界源(例如来自TextIO的文件)不提供时间戳。如果您需要时间戳，则必须将它们添加到PCollection的元素中。

You can assign new timestamps to the elements of a PCollection by applying a [ParDo](https://beam.apache.org/documentation/programming-guide/#pardo) transform that outputs new elements with timestamps that you set.

您可以通过应用Pardo转换将新时间戳分配给PCollection的元素，该转换用您设置的时间戳输出新元素。

An example might be if your pipeline reads log records from an input file, and each log record includes a timestamp field; since your pipeline reads the records in from a file, the file source doesn’t assign timestamps automatically. You can parse the timestamp field from each record and use a ParDo transform with a DoFn to attach the timestamps to each element in your PCollection.

例如，如果您的管道从输入文件中读取日志记录，并且每个日志记录都包含一个时间戳字段；因为您的管道从文件中读取记录，所以文件源不会自动分配时间戳。您可以从每个记录中解析时间戳字段，并使用带有DoFn的Pardo转换将时间戳附加到PCollection中的每个元素。

PCollection**<**LogEntry**>** unstampedLogs **=** **...;**

PCollection**<**LogEntry**>** stampedLogs **=**

unstampedLogs**.**apply**(**ParDo**.**of**(new** DoFn**<**LogEntry**,** LogEntry**>()** **{**

**public** **void** **processElement(**ProcessContext c**)** **{**

*// Extract the timestamp from log entry we're currently processing.*

Instant logTimeStamp **=** extractTimeStampFromLogEntry**(**c**.**element**());**

*// Use ProcessContext.outputWithTimestamp (rather than*

*// ProcessContext.output) to emit the entry with timestamp attached.*

c**.**outputWithTimestamp**(**c**.**element**(),** logTimeStamp**);**

**}**

**}));**

## 8. 触发器（Triggers）

When collecting and grouping data into windows, Beam uses **triggers** to determine when to emit the aggregated results of each window (referred to as a pane). If you use Beam’s default windowing configuration and [default trigger](https://beam.apache.org/documentation/programming-guide/#default-trigger), Beam outputs the aggregated result when it [estimates all data has arrived](https://beam.apache.org/documentation/programming-guide/#watermarks-and-late-data), and discards all subsequent data for that window.

当收集数据并将数据分组到窗口时，BEAM使用触发器来确定何时发出每个窗口的聚合结果(称为窗格)。如果使用BEAM的默认窗口配置和默认触发器，则BEAM在估计所有数据已到达时输出聚合结果，并为该窗口丢弃所有后续数据。

You can set triggers for your PCollections to change this default behavior. Beam provides a number of pre-built triggers that you can set:

您可以为PCollection设置触发器以更改此默认行为。BEAM提供了许多预先构建的触发器，您可以设置这些触发器：

* **Event time triggers**. These triggers operate on the event time, as indicated by the timestamp on each data element. Beam’s default trigger is event time-based.
* **Processing time triggers**. These triggers operate on the processing time – the time when the data element is processed at any given stage in the pipeline.
* **Data-driven triggers**. These triggers operate by examining the data as it arrives in each window, and firing when that data meets a certain property. Currently, data-driven triggers only support firing after a certain number of data elements.
* **Composite triggers**. These triggers combine multiple triggers in various ways.
* 事件时间触发器。这些触发器在事件时间上操作，如每个数据元素上的时间戳所指示的那样。BEAM的默认触发器是基于事件时间的。
* 处理时间触发器。这些触发器在处理时间上操作—此时间是在管道中的任何给定阶段处理数据元素的时间。
* 数据驱动触发器。这些触发器通过检查数据到达每个窗口时进行操作，并在该数据满足特定属性时触发。目前，数据驱动触发器只支持在一定数量的数据元素之后触发。
* 复合触发器。这些触发器以各种方式组合多个触发器。

At a high level, triggers provide two additional capabilities compared to simply outputting at the end of a window:

在较高级别上，与仅在窗口末尾输出相比，触发器提供了两种额外的功能：

* Triggers allow Beam to emit early results, before all the data in a given window has arrived. For example, emitting after a certain amouint of time elapses, or after a certain number of elements arrives.
* Triggers allow processing of late data by triggering after the event time watermark passes the end of the window.
* 触发器允许BEAM在给定窗口中的所有数据到达之前发出早期结果。例如，在某一时间间隔之后，或在一定数量的元素到达之后发出信号。
* 触发器允许在事件时间水印通过窗口结尾之后触发处理后期数据。

These capabilities allow you to control the flow of your data and balance between different factors depending on your use case:

这些功能允许您根据用例控制数据流并在不同因素之间进行平衡：

* **Completeness:** How important is it to have all of your data before you compute your result?
* **Latency:** How long do you want to wait for data? For example, do you wait until you think you have all data? Do you process data as it arrives?
* **Cost:** How much compute power/money are you willing to spend to lower the latency?
* 完整性：在计算结果之前拥有所有数据有多重要？
* 延迟：你想等待多久？例如，你会等到你认为你拥有了所有的数据吗？当数据到达时，你会处理它吗？
* 成本：你愿意花费多少计算能力/金钱来降低延迟？

For example, a system that requires time-sensitive updates might use a strict time-based trigger that emits a window every N seconds, valuing promptness over data completeness. A system that values data completeness more than the exact timing of results might choose to use Beam’s default trigger, which fires at the end of the window.

例如，需要对时间敏感更新的系统可能使用严格的基于时间的触发器，每N秒发出一次窗口，这比数据的完整性更重要。评估数据完整性的系统可能会选择使用BEAM的默认触发器，该触发器在窗口的末尾触发。

You can also set a trigger for an unbounded PCollection that uses a [single global window for its windowing function](https://beam.apache.org/documentation/programming-guide/#windowing). This can be useful when you want your pipeline to provide periodic updates on an unbounded data set — for example, a running average of all data provided to the present time, updated every N seconds or every N elements.

您还可以为使用单个全局窗口的窗口功能的无界PCollection设置触发器。当您希望管道对无界数据集提供定期更新时，这可能非常有用--例如，提供到当前时间的所有数据的运行平均值，每N秒更新一次或每N个元素更新一次。

### 8.1. 事件时间触发（Event time triggers）

The AfterWatermark trigger operates on event time. The AfterWatermark trigger emits the contents of a window after the [watermark](https://beam.apache.org/documentation/programming-guide/#watermarks-and-late-data)passes the end of the window, based on the timestamps attached to the data elements. The watermark is a global progress metric, and is Beam’s notion of input completeness within your pipeline at any given point. AfterWatermark.pastEndOfWindow() only fires when the watermark passes the end of the window.

 AfterWatermark触发器在事件时间运行。AfterWatermark触发器根据附加到数据元素的时间戳，在水印通过窗口结尾后发出窗口的内容。水印是一个全局进度度量，是BEAM在任意给定点的管道内输入完整性的概念。AfterWatermark.pastEndOfWindow() 只有当水印通过窗口结束时才触发.

In addition, you can use .withEarlyFirings(trigger) and .withLateFirings(trigger) to configure triggers that fire if your pipeline receives data before or after the end of the window.

同时，如果管道在窗口结束之前或之后接收到数据，则可以使用.withEarlyFirings(触发器)和.withLateFirings(触发器)配置触发器。

The following example shows a billing scenario, and uses both early and late firings:

下面的示例显示了一个计费方案，并采用早期和晚期事件：

*// Create a bill at the end of the month.*

AfterWatermark**.**pastEndOfWindow**()**

*// During the month, get near real-time estimates.*

**.**withEarlyFirings**(**

AfterProcessingTime

**.**pastFirstElementInPane**()**

**.**plusDuration**(**Duration**.**standardMinutes**(**1**))**

*// Fire on any late data so the bill can be corrected.*

**.**withLateFirings**(**AfterPane**.**elementCountAtLeast**(**1**))**

*# The Beam SDK for Python does not support triggers.*

#### 8.1.1. 默认触发器 Default trigger

The default trigger for a PCollection is based on event time, and emits the results of the window when the Beam’s watermark passes the end of the window, and then fires each time late data arrives.

PCollection的默认触发器基于事件时间，当波束的水印通过窗口的末尾时发出窗口的结果，然后每次延迟数据到达时触发。

However, if you are using both the default windowing configuration and the default trigger, the default trigger emits exactly once, and late data is discarded. This is because the default windowing configuration has an allowed lateness value of 0. See the Handling Late Data section for information about modifying this behavior.

但是，如果同时使用默认窗口配置和默认触发器，则默认触发器只会发出一次，而延迟数据将被丢弃。这是因为默认的窗口配置允许延迟值为0。有关修改此行为的信息，请参阅“处理延迟数据”部分。

### 8.2. 处理时间触发（Processing time triggers）

The AfterProcessingTime trigger operates on processing time. For example, the AfterProcessingTime.pastFirstElementInPane() trigger emits a window after a certain amount of processing time has passed since data was received. The processing time is determined by the system clock, rather than the data element’s timestamp.

AfterProcessingTime触发器对处理时间进行操作。例如，AfterProcessingTime.pastFirstElementInPane()触发器在收到数据后经过一定的处理时间后发出一个窗口。处理时间是由系统时钟决定的，而不是数据元素的时间戳。

The AfterProcessingTime trigger is useful for triggering early results from a window, particularly a window with a large time frame such as a single global window.

AfterProcessTime触发器用于触发窗口的早期结果，特别是具有大时间帧的窗口，例如单个全局窗口。

### 8.3. 数据驱动触发（Data-driven triggers）

Beam provides one data-driven trigger, AfterPane.elementCountAtLeast(). This trigger works on an element count; it fires after the current pane has collected at least N elements. This allows a window to emit early results (before all the data has accumulated), which can be particularly useful if you are using a single global window.

BEAM提供了一个数据驱动触发器，AfterPane.elementCountAtLeast()。此触发器适用于元素计数；它在当前窗格至少收集了N个元素后触发。这允许一个窗口发出早期结果(在所有数据积累之前)，如果您使用的是单个全局窗口，这将特别有用。

It is important to note that if, for example, you use .elementCountAtLeast(50) and only 32 elements arrive, those 32 elements sit around forever. If the 32 elements are important to you, consider using [composite triggers](https://beam.apache.org/documentation/programming-guide/#composite-triggers) to combine multiple conditions. This allows you to specify multiple firing conditions such as “fire either when I receive 50 elements, or every 1 second”.

重要的是要注意，例如，如果您使用的是.elementCountAtLeast(50)，并且只有32个元素到达，那么这32个元素将永远存在。如果这32个元素对您很重要，请考虑使用复合触发器（[composite triggers](https://beam.apache.org/documentation/programming-guide/#composite-triggers)）组合多个条件。这允许您指定多个触发条件，例如“当我接收50个元素时或每1秒触发一次”。

### 8.4. 设置触发（Setting a trigger）

When you set a windowing function for a PCollection by using the Window transform, you can also specify a trigger.

使用窗口转换为PCollection设置窗口函数时，还可以指定触发器。

You set the trigger(s) for a PCollection by invoking the method .triggering() on the result of your Window.into() transform, as follows:

通过调用Window.into()转换的结果.triggering() ，设置PCollection的触发器，如下所示：

PCollection**<**String**>** pc **=** **...;**

pc**.**apply**(**Window**.<**String**>**into**(**FixedWindows**.**of**(**1**,** TimeUnit**.**MINUTES**))**

**.**triggering**(**AfterProcessingTime**.**pastFirstElementInPane**()**

**.**plusDelayOf**(**Duration**.**standardMinutes**(**1**)))**

**.**discardingFiredPanes**());**

*# The Beam SDK for Python does not support triggers.*

This code sample sets a time-based trigger for a PCollection, which emits results one minute after the first element in that window has been processed. The last line in the code sample, .discardingFiredPanes(), is the window’s **accumulation mode**.

此代码示例为pCollection设置一个基于时间的触发器，该触发器在处理该窗口中的第一个元素在一分钟后发出的结果。代码示例中的最后一行.discardingFiredPanes()是窗口的累积模式。

#### 8.4.1. 窗积累模式（ Window accumulation modes）

When you specify a trigger, you must also set the window’s **accumulation mode**. When a trigger fires, it emits the current contents of the window as a pane. Since a trigger can fire multiple times, the accumulation mode determines whether the system accumulates the window panes as the trigger fires, or discards them.

指定触发器时，还必须设置窗口的累积模式。当触发器触发时，它会将窗口的当前内容作为窗格发出。由于触发器可以多次触发，因此累积模式决定系统是将窗口窗格累加为触发器触发，还是丢弃窗口窗格。

To set a window to accumulate the panes that are produced when the trigger fires, invoke.accumulatingFiredPanes() when you set the trigger. To set a window to discard fired panes, invoke .discardingFiredPanes().

设置一个窗口以累积触发器触发时生成的窗格。当你要设置触发器时调用.accumulatingFiredPanes() 。要设置一个窗口来丢弃触发的窗格，请调用.discardingFiredPanes()。

Let’s look an example that uses a PCollection with fixed-time windowing and a data-based trigger. This is something you might do if, for example, each window represented a ten-minute running average, but you wanted to display the current value of the average in a UI more frequently than every ten minutes. We’ll assume the following conditions:

让我们来看看一个使用带有固定时间窗口的pCollection和基于数据的触发器的示例。例如，如果每个窗口表示一个10分钟的平均运行时间，但是您希望在UI中比每隔10分钟更频繁地显示平均值的当前值，那么您可能会这样做。我们将假定以下条件：

* The PCollection uses 10-minute fixed-time windows.
* The PCollection has a repeating trigger that fires every time 3 elements arrive.
* PCollection使用10分钟的固定时间窗口。
* PCollection有一个重复触发器，每次3个元素到达时都会触发。

The following diagram shows data events for key X as they arrive in the PCollection and are assigned to windows. To keep the diagram a bit simpler, we’ll assume that the events all arrive in the pipeline in order.

下图显示了键X的数据事件，当它们到达PCollection并分配给windows时。为了使图表简单一点，我们假设所有事件都按照顺序到达。

![Diagram of data events for acculumating mode example](data:image/png;base64,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)

##### 8.4.1.1. 积累模式（Accumulating mode）

If our trigger is set to .accumulatingFiredPanes, the trigger emits the following values each time it fires. Keep in mind that the trigger fires every time three elements arrive:

如果我们的触发设置accumulatingfiredpanes，触发器每次发出以下值会触发。记住每次三个元素到达时触发器触发：

First trigger firing: [5, 8, 3]

Second trigger firing: [5, 8, 3, 15, 19, 23]

Third trigger firing: [5, 8, 3, 15, 19, 23, 9, 13, 10]

##### 8.4.1.2. 丢弃模式（Discarding mode）

If our trigger is set to .discardingFiredPanes, the trigger emits the following values on each firing:

如果我们的触发器设置为.discardingFiredPanes，则触发器在每次触发时发出以下值：

First trigger firing: [5, 8, 3]

Second trigger firing: [15, 19, 23]

Third trigger firing: [9, 13, 10]

#### 8.4.2. 延后数据处理（Handling late data）

If you want your pipeline to process data that arrives after the watermark passes the end of the window, you can apply an allowed lateness when you set your windowing configuration. This gives your trigger the opportunity to react to the late data. If allowed lateness is set, the default trigger will emit new results immediately whenever late data arrives.

如果希望管道处理水印通过窗口结束后到达的数据，则可以在设置窗口配置时应用允许的延迟。这使您的触发器有机会对迟来的数据作出反应。如果允许延迟设置，则当延迟数据到达时，默认触发器将立即发出新结果。

You set the allowed lateness by using .withAllowedLateness() when you set your windowing function:

在设置窗口函数时，您可以使用.withAllowedLateness()设置允许的延迟：

PCollection**<**String**>** pc **=** **...;**

pc**.**apply**(**Window**.<**String**>**into**(**FixedWindows**.**of**(**1**,** TimeUnit**.**MINUTES**))**

**.**triggering**(**AfterProcessingTime**.**pastFirstElementInPane**()**

**.**plusDelayOf**(**Duration**.**standardMinutes**(**1**)))**

**.**withAllowedLateness**(**Duration**.**standardMinutes**(**30**));**

*# The Beam SDK for Python does not support triggers.*

This allowed lateness propagates to all PCollections derived as a result of applying transforms to the original PCollection. If you want to change the allowed lateness later in your pipeline, you can apply Window.configure().withAllowedLateness() again, explicitly.

这允许延迟传播到由原始PCollection通过转换应用而派生的所有PCollection。如果您想在稍后的管道中更改允许的延迟，可以显式地再次应用 Window.configure().withAllowedLateness()

**8.5. 复合触发器（Composite triggers）**

You can combine multiple triggers to form **composite triggers**, and can specify a trigger to emit results repeatedly, at most once, or under other custom conditions.

您可以组合多个触发器以形成复合触发器，并且可以指定一个触发器来重复、最多一次或在其他自定义条件下发出结果。

#### 8.5.1. 复合触发器的类型（Composite trigger types）

Beam includes the following composite triggers:

BEAM包括以下复合触发器：

* You can add additional early firings or late firings to AfterWatermark.pastEndOfWindow via .withEarlyFirings and.withLateFirings.
* ·您可以通过. AfterWatermark.pastEndOfWindow via .withEarlyFirings and.withLateFirings.

添加额外的早期触发或后期触发。

* Repeatedly.forever specifies a trigger that executes forever. Any time the trigger’s conditions are met, it causes a window to emit results and then resets and starts over. It can be useful to combine Repeatedly.forever with .orFinally to specify a condition that causes the repeating trigger to stop.
* repeatedly.forever指定触发永远执行。每当触发条件满足时，都会导致窗口释放结果，然后重新启动并重新启动。把Repeatedly.forever 和 .orFinally组合起来指定一个导致重复触发器停止的条件是很有用的。
* AfterEach.inOrder combines multiple triggers to fire in a specific sequence. Each time a trigger in the sequence emits a window, the sequence advances to the next trigger.
* AfterEach.inOrder将多个触发器组合在一个特定的序列中触发。每次序列中的触发器发出一个窗口，该序列就会前进到下一个触发器。
* AfterFirst takes multiple triggers and emits the first time any of its argument triggers is satisfied. This is equivalent to a logical OR operation for multiple triggers.
* AfterFirst在它任何触发器第一时间满足时接受多个触发器并发出。这相当于对多个触发器的逻辑或操作。
* AfterAll takes multiple triggers and emits when all of its argument triggers are satisfied. This is equivalent to a logical AND operation for multiple triggers.
* AfterAll 在它的所有参数触发器都满足时接受多个触发器并发出。这相当于多个触发器的逻辑和操作。
* orFinally can serve as a final condition to cause any trigger to fire one final time and never fire again.
* orFinally可以作为最后一个条件来触发任何一次触发，之后不再触发。

#### 8.5.2. AfterWatermark.pastEndOfWindow的组成（ Composition with AfterWatermark.pastEndOfWindow）

Some of the most useful composite triggers fire a single time when Beam estimates that all the data has arrived (i.e. when the watermark passes the end of the window) combined with either, or both, of the following:

一些最有用的复合触发器只触发一次，当BEAM估计所有数据已经到达(即当水印通过窗口结尾时)与下列任一项或两者结合在一起：

* Speculative firings that precede the watermark passing the end of the window to allow faster processing of partial results.
* ·通过窗口末端的水印之前的投机触发，以便窗口更快地处理部分结果。
* Late firings that happen after the watermark passes the end of the window, to allow for handling late-arriving data
* 水印通过窗口结尾之后触发，用来允许处理后到达的数据。

You can express this pattern using AfterWatermark.pastEndOfWindow. For example, the following example trigger code fires on the following conditions:

您可以使用 AfterWatermark.pastEndOfWindow.表示此模式。例如，下面的示例触发器代码在以下条件下触发：

* On Beam’s estimate that all the data has arrived (the watermark passes the end of the window)
* 在Beam的估计下，所有的数据都已经到达（水印通过窗口的尽头）
* Any time late data arrives, after a ten-minute delay
* 在10分钟的延迟后，任何延迟数据到达
* After two days, we assume no more data of interest will arrive, and the trigger stops executing
* ·在两天后，我们假设不会有更多有利益的数据到达，并且触发器停止执行。

**.**apply**(**Window

**.**configure**()**

**.**triggering**(**AfterWatermark

**.**pastEndOfWindow**()**

**.**withLateFirings**(**AfterProcessingTime

**.**pastFirstElementInPane**()**

**.**plusDelayOf**(**Duration**.**standardMinutes**(**10**))))**

**.**withAllowedLateness**(**Duration**.**standardDays**(**2**)));**

*# The Beam SDK for Python does not support triggers.*

#### 8.5.3. 其他复合触发器（Other composite triggers）

You can also build other sorts of composite triggers. The following example code shows a simple composite trigger that fires whenever the pane has at least 100 elements, or after a minute.

还可以构建其他类型的复合触发器。下面的示例代码显示了一个简单的复合触发器，每当窗格中至少有100个元素时或在一分钟后触发该触发器。

Repeatedly**.**forever**(**AfterFirst**.**of**(**

AfterPane**.**elementCountAtLeast**(**100**),**

AfterProcessingTime**.**pastFirstElementInPane**().**plusDelayOf**(**Duration**.**standardMinutes**(**1**))))**

# Design Your Pipeline

* [What to consider when designing your pipeline](https://beam.apache.org/documentation/pipelines/design-your-pipeline/#what-to-consider-when-designing-your-pipeline)
* [A basic pipeline](https://beam.apache.org/documentation/pipelines/design-your-pipeline/#a-basic-pipeline)
* [Branching PCollections](https://beam.apache.org/documentation/pipelines/design-your-pipeline/#branching-pcollections)
  + [Multiple transforms process the same PCollection](https://beam.apache.org/documentation/pipelines/design-your-pipeline/#multiple-transforms-process-the-same-pcollection)
  + [A single transform that produces multiple outputs](https://beam.apache.org/documentation/pipelines/design-your-pipeline/#a-single-transform-that-produces-multiple-outputs)
* [Merging PCollections](https://beam.apache.org/documentation/pipelines/design-your-pipeline/#merging-pcollections)
* [Multiple sources](https://beam.apache.org/documentation/pipelines/design-your-pipeline/#multiple-sources)
* [What’s next](https://beam.apache.org/documentation/pipelines/design-your-pipeline/#whats-next)

This page helps you design your Apache Beam pipeline. It includes information about how to determine your pipeline’s structure, how to choose which transforms to apply to your data, and how to determine your input and output methods.

Before reading this section, it is recommended that you become familiar with the information in the [Beam programming guide](https://beam.apache.org/documentation/programming-guide).

## What to consider when designing your pipeline

When designing your Beam pipeline, consider a few basic questions:

* **Where is your input data stored?** How many sets of input data do you have? This will determine what kinds of Read transforms you’ll need to apply at the start of your pipeline.
* **What does your data look like?** It might be plaintext, formatted log files, or rows in a database table. Some Beam transforms work exclusively on PCollections of key/value pairs; you’ll need to determine if and how your data is keyed and how to best represent that in your pipeline’s PCollection(s).
* **What do you want to do with your data?** The core transforms in the Beam SDKs are general purpose. Knowing how you need to change or manipulate your data will determine how you build core transforms like [ParDo](https://beam.apache.org/documentation/programming-guide/#pardo), or when you use pre-written transforms included with the Beam SDKs.
* **What does your output data look like, and where should it go?** This will determine what kinds of Write transforms you’ll need to apply at the end of your pipeline.

## A basic pipeline

The simplest pipelines represent a linear flow of operations, as shown in figure 1.

![A linear pipeline starts with one input collection, sequentially applies
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Figure 1: A linear pipeline.

However, your pipeline can be significantly more complex. A pipeline represents a [Directed Acyclic Graph](https://en.wikipedia.org/wiki/Directed_acyclic_graph) of steps. It can have multiple input sources, multiple output sinks, and its operations (PTransforms) can both read and output multiple PCollections. The following examples show some of the different shapes your pipeline can take.

## Branching PCollections

It’s important to understand that transforms do not consume PCollections; instead, they consider each individual element of a PCollection and create a new PCollection as output. This way, you can do different things to different elements in the same PCollection.

### Multiple transforms process the same PCollection

You can use the same PCollection as input for multiple transforms without consuming the input or altering it.

The pipeline in figure 2 is a branching pipeline. The pipeline reads its input (first names represented as strings) from a database table and creates a PCollection of table rows. Then, the pipeline applies multiple transforms to the **same** PCollection. Transform A extracts all the names in that PCollection that start with the letter ‘A’, and Transform B extracts all the names in that PCollection that start with the letter ‘B’. Both transforms A and B have the same input PCollection.

![The pipeline applies two transforms to a single input collection. Each
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Figure 2: A branching pipeline. Two transforms are applied to a single PCollection of database table rows.

The following example code applies two transforms to a single input collection.

PCollection**<**String**>** dbRowCollection **=** **...;**

PCollection**<**String**>** aCollection **=** dbRowCollection**.**apply**(**"aTrans"**,** ParDo**.**of**(new** DoFn**<**String**,** String**>(){**

@ProcessElement

**public** **void** **processElement(**ProcessContext c**)** **{**

**if(**c**.**element**().**startsWith**(**"A"**)){**

c**.**output**(**c**.**element**());**

**}**

**}**

**}));**

PCollection**<**String**>** bCollection **=** dbRowCollection**.**apply**(**"bTrans"**,** ParDo**.**of**(new** DoFn**<**String**,** String**>(){**

@ProcessElement

**public** **void** **processElement(**ProcessContext c**)** **{**

**if(**c**.**element**().**startsWith**(**"B"**)){**

c**.**output**(**c**.**element**());**

**}**

**}**

**}));**

### A single transform that produces multiple outputs

Another way to branch a pipeline is to have a **single** transform output to multiple PCollections by using [tagged outputs](https://beam.apache.org/documentation/programming-guide/#additional-outputs). Transforms that produce more than one output process each element of the input once, and output to zero or more PCollections.

Figure 3 illustrates the same example described above, but with one transform that produces multiple outputs. Names that start with ‘A’ are added to the main output PCollection, and names that start with ‘B’ are added to an additional output PCollection.
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Figure 3: A pipeline with a transform that outputs multiple PCollections.

If we compare the pipelines in figure 2 and figure 3, you can see they perform the same operation in different ways. The pipeline in figure 2 contains two transforms that process the elements in the same input PCollection. One transform uses the following logic:

if (starts with 'A') { outputToPCollectionA }

while the other transform uses:

if (starts with 'B') { outputToPCollectionB }

Because each transform reads the entire input PCollection, each element in the input PCollection is processed twice.

The pipeline in figure 3 performs the same operation in a different way - with only one transform that uses the following logic:

if (starts with 'A') { outputToPCollectionA } else if (starts with 'B') { outputToPCollectionB }

where each element in the input PCollection is processed once.

The following example code applies one transform that processes each element once and outputs two collections.

*// Define two TupleTags, one for each output.*

**final** TupleTag**<**String**>** startsWithATag **=** **new** TupleTag**<**String**>(){};**

**final** TupleTag**<**String**>** startsWithBTag **=** **new** TupleTag**<**String**>(){};**

PCollectionTuple mixedCollection **=**

dbRowCollection**.**apply**(**ParDo

**.**of**(new** DoFn**<**String**,** String**>()** **{**

@ProcessElement

**public** **void** **processElement(**ProcessContext c**)** **{**

**if** **(**c**.**element**().**startsWith**(**"A"**))** **{**

*// Emit to main output, which is the output with tag startsWithATag.*

c**.**output**(**c**.**element**());**

**}** **else** **if(**c**.**element**().**startsWith**(**"B"**))** **{**

*// Emit to output with tag startsWithBTag.*

c**.**output**(**startsWithBTag**,** c**.**element**());**

**}**

**}**

**})**

*// Specify main output. In this example, it is the output*

*// with tag startsWithATag.*

**.**withOutputTags**(**startsWithATag**,**

*// Specify the output with tag startsWithBTag, as a TupleTagList.*

TupleTagList**.**of**(**startsWithBTag**)));**

*// Get subset of the output with tag startsWithATag.*

mixedCollection**.**get**(**startsWithATag**).**apply**(...);**

*// Get subset of the output with tag startsWithBTag.*

mixedCollection**.**get**(**startsWithBTag**).**apply**(...);**

You can use either mechanism to produce multiple output PCollections. However, using additional outputs makes more sense if the transform’s computation per element is time-consuming.

## Merging PCollections

Often, after you’ve branched your PCollection into multiple PCollections via multiple transforms, you’ll want to merge some or all of those resulting PCollections back together. You can do so by using one of the following:

* **Flatten** - You can use the Flatten transform in the Beam SDKs to merge multiple PCollections of the **same type**.
* **Join** - You can use the CoGroupByKey transform in the Beam SDK to perform a relational join between two PCollections. The PCollections must be keyed (i.e. they must be collections of key/value pairs) and they must use the same key type.

The example in figure 4 is a continuation of the example in figure 2 in [the section above](https://beam.apache.org/documentation/pipelines/design-your-pipeline/#multiple-transforms-process-the-same-pcollection). After branching into two PCollections, one with names that begin with ‘A’ and one with names that begin with ‘B’, the pipeline merges the two together into a single PCollectionthat now contains all names that begin with either ‘A’ or ‘B’. Here, it makes sense to use Flatten because the PCollections being merged both contain the same type.
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Figure 4: A pipeline that merges two collections into one collection with the Flatten transform.

The following example code applies Flatten to merge two collections.

*//merge the two PCollections with Flatten*

PCollectionList**<**String**>** collectionList **=** PCollectionList**.**of**(**aCollection**).**and**(**bCollection**);**

PCollection**<**String**>** mergedCollectionWithFlatten **=** collectionList

**.**apply**(**Flatten**.<**String**>**pCollections**());**

*// continue with the new merged PCollection*

mergedCollectionWithFlatten**.**apply**(...);**

## Multiple sources

Your pipeline can read its input from one or more sources. If your pipeline reads from multiple sources and the data from those sources is related, it can be useful to join the inputs together. In the example illustrated in figure 5 below, the pipeline reads names and addresses from a database table, and names and order numbers from a Kafka topic. The pipeline then uses CoGroupByKey to join this information, where the key is the name; the resulting PCollection contains all the combinations of names, addresses, and orders.

![The pipeline joins two input collections into one collection with the Join transform.](data:image/png;base64,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)

Figure 5: A pipeline that does a relational join of two input collections.

The following example code applies Join to join two input collections.

PCollection**<**KV**<**String**,** String**>>** userAddress **=** pipeline**.**apply**(**JdbcIO**.<**KV**<**String**,** String**>>**read**()...);**

PCollection**<**KV**<**String**,** String**>>** userOrder **=** pipeline**.**apply**(**KafkaIO**.<**String**,** String**>**read**()...);**

**final** TupleTag**<**String**>** addressTag **=** **new** TupleTag**<**String**>();**

**final** TupleTag**<**String**>** orderTag **=** **new** TupleTag**<**String**>();**

*// Merge collection values into a CoGbkResult collection.*

PCollection**<**KV**<**String**,** CoGbkResult**>>** joinedCollection **=**

KeyedPCollectionTuple**.**of**(**addressTag**,** userAddress**)**

**.**and**(**orderTag**,** userOrder**)**

**.**apply**(**CoGroupByKey**.<**String**>**create**());**

coGbkResultCollection**.**apply**(...);**

# Create Your Pipeline

* [Creating Your Pipeline Object](https://beam.apache.org/documentation/pipelines/create-your-pipeline/#creating-your-pipeline-object)
* [Reading Data Into Your Pipeline](https://beam.apache.org/documentation/pipelines/create-your-pipeline/#reading-data-into-your-pipeline)
* [Applying Transforms to Process Pipeline Data](https://beam.apache.org/documentation/pipelines/create-your-pipeline/#applying-transforms-to-process-pipeline-data)
* [Writing or Outputting Your Final Pipeline Data](https://beam.apache.org/documentation/pipelines/create-your-pipeline/#writing-or-outputting-your-final-pipeline-data)
* [Running Your Pipeline](https://beam.apache.org/documentation/pipelines/create-your-pipeline/#running-your-pipeline)
* [What’s next](https://beam.apache.org/documentation/pipelines/create-your-pipeline/#whats-next)

Your Beam program expresses a data processing pipeline, from start to finish. This section explains the mechanics of using the classes in the Beam SDKs to build a pipeline. To construct a pipeline using the classes in the Beam SDKs, your program will need to perform the following general steps:

* Create a Pipeline object.
* Use a **Read** or **Create** transform to create one or more PCollections for your pipeline data.
* Apply **transforms** to each PCollection. Transforms can change, filter, group, analyze, or otherwise process the elements in a PCollection. Each transform creates a new output PCollection, to which you can apply additional transforms until processing is complete.
* **Write** or otherwise output the final, transformed PCollections.
* **Run** the pipeline.

## Creating Your Pipeline Object

A Beam program often starts by creating a Pipeline object.

In the Beam SDKs, each pipeline is represented by an explicit object of type Pipeline. Each Pipeline object is an independent entity that encapsulates both the data the pipeline operates over and the transforms that get applied to that data.

To create a pipeline, declare a Pipeline object, and pass it some [configuration options](https://beam.apache.org/documentation/programming-guide#configuring-pipeline-options).

*// Start by defining the options for the pipeline.*

PipelineOptions options **=** PipelineOptionsFactory**.**create**();**

*// Then create the pipeline.*

Pipeline p **=** Pipeline**.**create**(**options**);**

## Reading Data Into Your Pipeline

To create your pipeline’s initial PCollection, you apply a root transform to your pipeline object. A root transform creates a PCollectionfrom either an external data source or some local data you specify.

There are two kinds of root transforms in the Beam SDKs: Read and Create. Read transforms read data from an external source, such as a text file or a database table. Create transforms create a PCollection from an in-memory java.util.Collection.

The following example code shows how to apply a TextIO.Read root transform to read data from a text file. The transform is applied to a Pipeline object p, and returns a pipeline data set in the form of a PCollection<String>:

PCollection**<**String**>** lines **=** p**.**apply**(**

"ReadLines"**,** TextIO**.**read**().**from**(**"gs://some/inputData.txt"**));**

## Applying Transforms to Process Pipeline Data

You can manipulate your data using the various [transforms](https://beam.apache.org/documentation/programming-guide/#transforms) provided in the Beam SDKs. To do this, you **apply** the trannsforms to your pipeline’s PCollection by calling the apply method on each PCollection that you want to process and passing the desired transform object as an argument.

The following code shows how to apply a transform to a PCollection of strings. The transform is a user-defined custom transform that reverses the contents of each string and outputs a new PCollection containing the reversed strings.

The input is a PCollection<String> called words; the code passes an instance of a PTransform object called ReverseWords to apply, and saves the return value as the PCollection<String> called reversedWords.

PCollection**<**String**>** words **=** **...;**

PCollection**<**String**>** reversedWords **=** words**.**apply**(new** ReverseWords**());**

## Writing or Outputting Your Final Pipeline Data

Once your pipeline has applied all of its transforms, you’ll usually need to output the results. To output your pipeline’s final PCollections, you apply a Write transform to that PCollection. Write transforms can output the elements of a PCollection to an external data sink, such as a database table. You can use Write to output a PCollection at any time in your pipeline, although you’ll typically write out data at the end of your pipeline.

The following example code shows how to apply a TextIO.Write transform to write a PCollection of String to a text file:

PCollection**<**String**>** filteredWords **=** **...;**

filteredWords**.**apply**(**"WriteMyFile"**,** TextIO**.**write**().**to**(**"gs://some/outputData.txt"**));**

## Running Your Pipeline

Once you have constructed your pipeline, use the run method to execute the pipeline. Pipelines are executed asynchronously: the program you create sends a specification for your pipeline to a **pipeline runner**, which then constructs and runs the actual series of pipeline operations.

p**.**run**();**

# Test Your Pipeline

* [Testing Individual DoFn Objects](https://beam.apache.org/documentation/pipelines/test-your-pipeline/#testing-individual-dofn-objects)
  + [Creating a DoFnTester](https://beam.apache.org/documentation/pipelines/test-your-pipeline/#creating-a-dofntester)
  + [Creating Test Inputs](https://beam.apache.org/documentation/pipelines/test-your-pipeline/#creating-test-inputs)
    - [Side Inputs](https://beam.apache.org/documentation/pipelines/test-your-pipeline/#side-inputs)
    - [Additional Outputs](https://beam.apache.org/documentation/pipelines/test-your-pipeline/#additional-outputs)
  + [Processing Test Inputs and Checking Results](https://beam.apache.org/documentation/pipelines/test-your-pipeline/#processing-test-inputs-and-checking-results)
* [Testing Composite Transforms](https://beam.apache.org/documentation/pipelines/test-your-pipeline/#testing-composite-transforms)
  + [TestPipeline](https://beam.apache.org/documentation/pipelines/test-your-pipeline/#testpipeline)
  + [Using the Create Transform](https://beam.apache.org/documentation/pipelines/test-your-pipeline/#using-the-create-transform)
  + [PAssert](https://beam.apache.org/documentation/pipelines/test-your-pipeline/#passert)
  + [An Example Test for a Composite Transform](https://beam.apache.org/documentation/pipelines/test-your-pipeline/#an-example-test-for-a-composite-transform)
* [Testing a Pipeline End-to-End](https://beam.apache.org/documentation/pipelines/test-your-pipeline/#testing-a-pipeline-end-to-end)
  + [Testing the WordCount Pipeline](https://beam.apache.org/documentation/pipelines/test-your-pipeline/#testing-the-wordcount-pipeline)

Testing your pipeline is a particularly important step in developing an effective data processing solution. The indirect nature of the Beam model, in which your user code constructs a pipeline graph to be executed remotely, can make debugging-failed runs a non-trivial task. Often it is faster and simpler to perform local unit testing on your pipeline code than to debug a pipeline’s remote execution.

Before running your pipeline on the runner of your choice, unit testing your pipeline code locally is often the best way to identify and fix bugs in your pipeline code. Unit testing your pipeline locally also allows you to use your familiar/favorite local debugging tools.

You can use [DirectRunner](https://beam.apache.org/documentation/runners/direct), a local runner helpful for testing and local development.

After you test your pipeline using the DirectRunner, you can use the runner of your choice to test on a small scale. For example, use the Flink runner with a local or remote Flink cluster.

The Beam SDKs provide a number of ways to unit test your pipeline code, from the lowest to the highest levels. From the lowest to the highest level, these are:

* You can test the individual function objects, such as [DoFn](https://beam.apache.org/documentation/programming-guide/#pardo)s, inside your pipeline’s core transforms.
* You can test an entire [Composite Transform](https://beam.apache.org/documentation/programming-guide/#composite-transforms) as a unit.
* You can perform an end-to-end test for an entire pipeline.

To support unit testing, the Beam SDK for Java provides a number of test classes in the [testing package](https://github.com/apache/beam/tree/master/sdks/java/core/src/test/java/org/apache/beam/sdk). You can use these tests as references and guides.

## Testing Individual DoFn Objects

The code in your pipeline’s DoFn functions runs often, and often across multiple Compute Engine instances. Unit-testing your DoFnobjects before running them using a runner service can save a great deal of debugging time and energy.

The Beam SDK for Java provides a convenient way to test an individual DoFn called [DoFnTester](https://github.com/apache/beam/blob/master/sdks/java/core/src/test/java/org/apache/beam/sdk/transforms/DoFnTesterTest.java), which is included in the SDK Transforms package.

DoFnTesteruses the [JUnit](http://junit.org/) framework. To use DoFnTester, you’ll need to do the following:

1. Create a DoFnTester. You’ll need to pass an instance of the DoFn you want to test to the static factory method for DoFnTester.
2. Create one or more main test inputs of the appropriate type for your DoFn. If your DoFn takes side inputs and/or produces [multiple outputs](https://beam.apache.org/documentation/programming-guide#additional-outputs), you should also create the side inputs and the output tags.
3. Call DoFnTester.processBundle to process the main inputs.
4. Use JUnit’s Assert.assertThat method to ensure the test outputs returned from processBundle match your expected values.

### Creating a DoFnTester

To create a DoFnTester, first create an instance of the DoFn you want to test. You then use that instance when you create a DoFnTester using the .of() static factory method:

**static** **class** **MyDoFn** **extends** DoFn**<**String**,** Integer**>** **{** **...** **}**

MyDoFn myDoFn **=** **...;**

DoFnTester**<**String**,** Integer**>** fnTester **=** DoFnTester**.**of**(**myDoFn**);**

### Creating Test Inputs

You’ll need to create one or more test inputs for DoFnTester to send to your DoFn. To create test inputs, simply create one or more input variables of the same input type that your DoFn accepts. In the case above:

**static** **class** **MyDoFn** **extends** DoFn**<**String**,** Integer**>** **{** **...** **}**

MyDoFn myDoFn **=** **...;**

DoFnTester**<**String**,** Integer**>** fnTester **=** DoFnTester**.**of**(**myDoFn**);**

String testInput **=** "test1"**;**

#### Side Inputs

If your DoFn accepts side inputs, you can create those side inputs by using the method DoFnTester.setSideInputs.

**static** **class** **MyDoFn** **extends** DoFn**<**String**,** Integer**>** **{** **...** **}**

MyDoFn myDoFn **=** **...;**

DoFnTester**<**String**,** Integer**>** fnTester **=** DoFnTester**.**of**(**myDoFn**);**

PCollectionView**<**List**<**Integer**>>** sideInput **=** **...;**

Iterable**<**Integer**>** value **=** **...;**

fnTester**.**setSideInputInGlobalWindow**(**sideInput**,** value**);**

See the ParDo documentation on [side inputs](https://beam.apache.org/documentation/programming-guide/#side-inputs) for more information.

#### Additional Outputs

If your DoFn produces multiple output PCollections, you’ll need to set the appropriate TupleTag objects that you’ll use to access each output. A DoFn with multiple outputs produces a PCollectionTuple for each output; you’ll need to provide a TupleTagList that corresponds to each output in that tuple.

Suppose your DoFn produces outputs of type String and Integer. You create TupleTag objects for each, and bundle them into a TupleTagList, then set it for the DoFnTester as follows:

**static** **class** **MyDoFn** **extends** DoFn**<**String**,** Integer**>** **{** **...** **}**

MyDoFn myDoFn **=** **...;**

DoFnTester**<**String**,** Integer**>** fnTester **=** DoFnTester**.**of**(**myDoFn**);**

TupleTag**<**String**>** tag1 **=** **...;**

TupleTag**<**Integer**>** tag2 **=** **...;**

TupleTagList tags **=** TupleTagList**.**of**(**tag1**).**and**(**tag2**);**

fnTester**.**setOutputTags**(**tags**);**

See the ParDo documentation on [additional outputs](https://beam.apache.org/documentation/programming-guide/#additional-outputs) for more information.

### Processing Test Inputs and Checking Results

To process the inputs (and thus run the test on your DoFn), you call the method DoFnTester.processBundle. When you call processBundle, you pass one or more main test input values for your DoFn. If you set side inputs, the side inputs are available to each batch of main inputs that you provide.

DoFnTester.processBundle returns a List of outputs—that is, objects of the same type as the DoFn’s specified output type. For a DoFn<String, Integer>, processBundle returns a List<Integer>:

**static** **class** **MyDoFn** **extends** DoFn**<**String**,** Integer**>** **{** **...** **}**

MyDoFn myDoFn **=** **...;**

DoFnTester**<**String**,** Integer**>** fnTester **=** DoFnTester**.**of**(**myDoFn**);**

String testInput **=** "test1"**;**

List**<**Integer**>** testOutputs **=** fnTester**.**processBundle**(**testInput**);**

To check the results of processBundle, you use JUnit’s Assert.assertThat method to test if the List of outputs contains the values you expect:

String testInput **=** "test1"**;**

List**<**Integer**>** testOutputs **=** fnTester**.**processBundle**(**testInput**);**

Assert**.**assertThat**(**testOutputs**,** Matchers**.**hasItems**(...));**

*// Process a larger batch in a single step.*

Assert**.**assertThat**(**fnTester**.**processBundle**(**"input1"**,** "input2"**,** "input3"**),** Matchers**.**hasItems**(...));**

## Testing Composite Transforms

To test a composite transform you’ve created, you can use the following pattern:

* Create a TestPipeline.
* Create some static, known test input data.
* Use the Create transform to create a PCollection of your input data.
* Apply your composite transform to the input PCollection and save the resulting output PCollection.
* Use PAssert and its subclasses to verify that the output PCollection contains the elements that you expect.

### TestPipeline

[TestPipeline](https://github.com/apache/beam/blob/master/sdks/java/core/src/main/java/org/apache/beam/sdk/testing/TestPipeline.java) is a class included in the Beam Java SDK specifically for testing transforms. For tests, use TestPipeline in place of Pipeline when you create the pipeline object. Unlike Pipeline.create, TestPipeline.create handles setting PipelineOptionsinterally.

You create a TestPipeline as follows:

Pipeline p **=** TestPipeline**.**create**();**

**Note:** Read about testing unbounded pipelines in Beam in [this blog post](https://beam.apache.org/blog/2016/10/20/test-stream.html).

### Using the Create Transform

You can use the Create transform to create a PCollection out of a standard in-memory collection class, such as Java List. See [Creating a PCollection](https://beam.apache.org/documentation/programming-guide/#creating-a-pcollection) for more information.

### PAssert

[PAssert](https://beam.apache.org/documentation/sdks/javadoc/2.4.0/index.html?org/apache/beam/sdk/testing/PAssert.html) is a class included in the Beam Java SDK that is an assertion on the contents of a PCollection. You can use PAssertto verify that a PCollection contains a specific set of expected elements.

For a given PCollection, you can use PAssert to verify the contents as follows:

PCollection**<**String**>** output **=** **...;**

*// Check whether a PCollection contains some elements in any order.*

PAssert**.**that**(**output**)**

**.**containsInAnyOrder**(**

"elem1"**,**

"elem3"**,**

"elem2"**);**

Any code that uses PAssert must link in JUnit and Hamcrest. If you’re using Maven, you can link in Hamcrest by adding the following dependency to your project’s pom.xml file:

**<**dependency**>**

**<**groupId**>**org**.**hamcrest**</**groupId**>**

**<**artifactId**>**hamcrest**-**all**</**artifactId**>**

**<**version**>**1.3**</**version**>**

**<**scope**>**test**</**scope**>**

**</**dependency**>**

For more information on how these classes work, see the [org.apache.beam.sdk.testing](https://beam.apache.org/documentation/sdks/javadoc/2.4.0/index.html?org/apache/beam/sdk/testing/package-summary.html) package documentation.

### An Example Test for a Composite Transform

The following code shows a complete test for a composite transform. The test applies the Count transform to an input PCollection of String elements. The test uses the Create transform to create the input PCollection from a Java List<String>.

**public** **class** **CountTest** **{**

*// Our static input data, which will make up the initial PCollection.*

**static** **final** String**[]** WORDS\_ARRAY **=** **new** String**[]** **{**

"hi"**,** "there"**,** "hi"**,** "hi"**,** "sue"**,** "bob"**,**

"hi"**,** "sue"**,** ""**,** ""**,** "ZOW"**,** "bob"**,** ""**};**

**static** **final** List**<**String**>** WORDS **=** Arrays**.**asList**(**WORDS\_ARRAY**);**

**public** **void** **testCount()** **{**

*// Create a test pipeline.*

Pipeline p **=** TestPipeline**.**create**();**

*// Create an input PCollection.*

PCollection**<**String**>** input **=** p**.**apply**(**Create**.**of**(**WORDS**)).**setCoder**(**StringUtf8Coder**.**of**());**

*// Apply the Count transform under test.*

PCollection**<**KV**<**String**,** Long**>>** output **=**

input**.**apply**(**Count**.<**String**>**perElement**());**

*// Assert on the results.*

PAssert**.**that**(**output**)**

**.**containsInAnyOrder**(**

KV**.**of**(**"hi"**,** 4L**),**

KV**.**of**(**"there"**,** 1L**),**

KV**.**of**(**"sue"**,** 2L**),**

KV**.**of**(**"bob"**,** 2L**),**

KV**.**of**(**""**,** 3L**),**

KV**.**of**(**"ZOW"**,** 1L**));**

*// Run the pipeline.*

p**.**run**();**

**}**

## Testing a Pipeline End-to-End

You can use the test classes in the Beam SDKs (such as TestPipeline and PAssert in the Beam SDK for Java) to test an entire pipeline end-to-end. Typically, to test an entire pipeline, you do the following:

* For every source of input data to your pipeline, create some known static test input data.
* Create some static test output data that matches what you expect in your pipeline’s final output PCollection(s).
* Create a TestPipeline in place of the standard Pipeline.create.
* In place of your pipeline’s Read transform(s), use the Create transform to create one or more PCollections from your static input data.
* Apply your pipeline’s transforms.
* In place of your pipeline’s Write transform(s), use PAssert to verify that the contents of the final PCollections your pipeline produces match the expected values in your static output data.

### Testing the WordCount Pipeline

The following example code shows how one might test the [WordCount example pipeline](https://beam.apache.org/get-started/wordcount-example/). WordCount usually reads lines from a text file for input data; instead, the test creates a Java List<String> containing some text lines and uses a Create transform to create an initial PCollection.

WordCount’s final transform (from the composite transform CountWords) produces a PCollection<String> of formatted word counts suitable for printing. Rather than write that PCollection to an output text file, our test pipeline uses PAssert to verify that the elements of the PCollection match those of a static String array containing our expected output data.

**public** **class** **WordCountTest** **{**

*// Our static input data, which will comprise the initial PCollection.*

**static** **final** String**[]** WORDS\_ARRAY **=** **new** String**[]** **{**

"hi there"**,** "hi"**,** "hi sue bob"**,**

"hi sue"**,** ""**,** "bob hi"**};**

**static** **final** List**<**String**>** WORDS **=** Arrays**.**asList**(**WORDS\_ARRAY**);**

*// Our static output data, which is the expected data that the final PCollection must match.*

**static** **final** String**[]** COUNTS\_ARRAY **=** **new** String**[]** **{**

"hi: 5"**,** "there: 1"**,** "sue: 2"**,** "bob: 2"**};**

*// Example test that tests the pipeline's transforms.*

**public** **void** **testCountWords()** **throws** Exception **{**

Pipeline p **=** TestPipeline**.**create**();**

*// Create a PCollection from the WORDS static input data.*

PCollection**<**String**>** input **=** p**.**apply**(**Create**.**of**(**WORDS**)).**setCoder**(**StringUtf8Coder**.**of**());**

*// Run ALL the pipeline's transforms (in this case, the CountWords composite transform).*

PCollection**<**String**>** output **=** input**.**apply**(new** CountWords**());**

*// Assert that the output PCollection matches the COUNTS\_ARRAY known static output data.*

PAssert**.**that**(**output**).**containsInAnyOrder**(**COUNTS\_ARRAY**);**

*// Run the pipeline.*

p**.**run**();**

**}**

**}**

The run method is asynchronous. If you’d like a blocking execution instead, run your pipeline appending the waitUntilFinish method:

p**.**run**().**waitUntilFinish**();**

# Using the Apache Spark Runner

The Apache Spark Runner can be used to execute Beam pipelines using [Apache Spark](http://spark.apache.org/). The Spark Runner can execute Spark pipelines just like a native Spark application; deploying a self-contained application for local mode, running on Spark’s Standalone RM, or using YARN or Mesos.

The Spark Runner executes Beam pipelines on top of Apache Spark, providing:

* Batch and streaming (and combined) pipelines.
* The same fault-tolerance [guarantees](http://spark.apache.org/docs/1.6.3/streaming-programming-guide.html#fault-tolerance-semantics) as provided by RDDs and DStreams.
* The same [security](http://spark.apache.org/docs/1.6.3/security.html) features Spark provides.
* Built-in metrics reporting using Spark’s metrics system, which reports Beam Aggregators as well.
* Native support for Beam side-inputs via spark’s Broadcast variables.

The [Beam Capability Matrix](https://beam.apache.org/documentation/runners/capability-matrix/) documents the currently supported capabilities of the Spark Runner.

***Note:*** support for the Beam Model in streaming is currently experimental, follow-up in the [*mailing list*](https://beam.apache.org/get-started/support/) for status updates.

## Spark Runner prerequisites and setup

The Spark runner currently supports Spark’s 1.6 branch, and more specifically any version greater than 1.6.0.

You can add a dependency on the latest version of the Spark runner by adding to your pom.xml the following:

**<**dependency**>**

**<**groupId**>**org**.**apache**.**beam**</**groupId**>**

**<**artifactId**>**beam**-**runners**-**spark**</**artifactId**>**

**<**version**>**2.4**.**0**</**version**>**

**</**dependency**>**

### Deploying Spark with your application

In some cases, such as running in local mode/Standalone, your (self-contained) application would be required to pack Spark by explicitly adding the following dependencies in your pom.xml:

**<**dependency**>**

**<**groupId**>**org**.**apache**.**spark**</**groupId**>**

**<**artifactId**>**spark**-**core\_2**.**10**</**artifactId**>**

**<**version**>**$**{**spark**.**version**}</**version**>**

**</**dependency**>**

**<**dependency**>**

**<**groupId**>**org**.**apache**.**spark**</**groupId**>**

**<**artifactId**>**spark**-**streaming\_2**.**10**</**artifactId**>**

**<**version**>**$**{**spark**.**version**}</**version**>**

**</**dependency**>**

And shading the application jar using the maven shade plugin:

**<**plugin**>**

**<**groupId**>**org**.**apache**.**maven**.**plugins**</**groupId**>**

**<**artifactId**>**maven**-**shade**-**plugin**</**artifactId**>**

**<**configuration**>**

**<**createDependencyReducedPom**>false</**createDependencyReducedPom**>**

**<**filters**>**

**<**filter**>**

**<**artifact**>\*:\*</**artifact**>**

**<**excludes**>**

**<**exclude**>**META**-**INF**/\*.**SF**</**exclude**>**

**<**exclude**>**META**-**INF**/\*.**DSA**</**exclude**>**

**<**exclude**>**META**-**INF**/\*.**RSA**</**exclude**>**

**</**excludes**>**

**</**filter**>**

**</**filters**>**

**</**configuration**>**

**<**executions**>**

**<**execution**>**

**<**phase**>**package**</**phase**>**

**<**goals**>**

**<**goal**>**shade**</**goal**>**

**</**goals**>**

**<**configuration**>**

**<**shadedArtifactAttached**>true</**shadedArtifactAttached**>**

**<**shadedClassifierName**>**shaded**</**shadedClassifierName**>**

**<**transformers**>**

**<**transformer

implementation**=**"org.apache.maven.plugins.shade.resource.ServicesResourceTransformer"**/>**

**</**transformers**>**

**</**configuration**>**

**</**execution**>**

**</**executions**>**

**</**plugin**>**

After running mvn package, run ls target and you should see (assuming your artifactId is beam-examples and the version is 1.0.0):

beam-examples-1.0.0-shaded.jar

To run against a Standalone cluster simply run:

spark-submit --class com.beam.examples.BeamPipeline --master spark://HOST:PORT target/beam-examples-1.0.0-shaded.jar --runner=SparkRunner

### Running on a pre-deployed Spark cluster

Deploying your Beam pipeline on a cluster that already has a Spark deployment (Spark classes are available in container classpath) does not require any additional dependencies. For more details on the different deployment modes see: [Standalone](http://spark.apache.org/docs/latest/spark-standalone.html), [YARN](http://spark.apache.org/docs/latest/running-on-yarn.html), or [Mesos](http://spark.apache.org/docs/latest/running-on-mesos.html).

## Pipeline options for the Spark Runner

When executing your pipeline with the Spark Runner, you should consider the following pipeline options.

|  |  |  |
| --- | --- | --- |
| **Field** | **Description** | **Default Value** |
| runner | The pipeline runner to use. This option allows you to determine the pipeline runner at runtime. | Set to SparkRunnerto run using Spark. |
| sparkMaster | The url of the Spark Master. This is the equivalent of setting SparkConf#setMaster(String) and can either be local[x] to run local with x cores, spark://host:port to connect to a Spark Standalone cluster, mesos://host:port to connect to a Mesos cluster, or yarn to connect to a yarn cluster. | local[4] |
| storageLevel | The StorageLevel to use when caching RDDs in batch pipelines. The Spark Runner automatically caches RDDs that are evaluated repeatedly. This is a batch-only property as streaming pipelines in Beam are stateful, which requires Spark DStream's StorageLevel to be MEMORY\_ONLY. | MEMORY\_ONLY |
| batchIntervalMillis | The StreamingContext's batchDuration - setting Spark's batch interval. | 1000 |
| enableSparkMetricSinks | Enable reporting metrics to Spark's metrics Sinks. | true |

## Additional notes

### Using spark-submit

When submitting a Spark application to cluster, it is common (and recommended) to use the spark-submit script that is provided with the spark installation. The PipelineOptions described above are not to replace spark-submit, but to complement it. Passing any of the above mentioned options could be done as one of the application-arguments, and setting --master takes precedence. For more on how to generally use spark-submit checkout Spark [documentation](http://spark.apache.org/docs/1.6.3/submitting-applications.html#launching-applications-with-spark-submit).

### Monitoring your job

You can monitor a running Spark job using the Spark [Web Interfaces](http://spark.apache.org/docs/1.6.3/monitoring.html#web-interfaces). By default, this is available at port 4040 on the driver node. If you run Spark on your local machine that would be http://localhost:4040. Spark also has a history server to [view after the fact](http://spark.apache.org/docs/1.6.3/monitoring.html#viewing-after-the-fact). Metrics are also available via [REST API](http://spark.apache.org/docs/1.6.3/monitoring.html#rest-api). Spark provides a [metrics system](http://spark.apache.org/docs/1.6.3/monitoring.html#metrics) that allows reporting Spark metrics to a variety of Sinks. The Spark runner reports user-defined Beam Aggregators using this same metrics system and currently supports GraphiteSink and CSVSink, and providing support for additional Sinks supported by Spark is easy and straight-forward.

### Streaming Execution

If your pipeline uses an UnboundedSource the Spark Runner will automatically set streaming mode. Forcing streaming mode is mostly used for testing and is not recommended.

### Using a provided SparkContext and StreamingListeners

If you would like to execute your Spark job with a provided SparkContext, such as when using the [spark-jobserver](https://github.com/spark-jobserver/spark-jobserver), or use StreamingListeners, you can’t use SparkPipelineOptions (the context or a listener cannot be passed as a command-line argument anyway). Instead, you should use SparkContextOptions which can only be used programmatically and is not a common PipelineOptions implementation.

# Using the Apache Flink Runner

**Adapt for:**

* Java SDK

* Python SDK

The Apache Flink Runner can be used to execute Beam pipelines using [Apache Flink](https://flink.apache.org/). When using the Flink Runner you will create a jar file containing your job that can be executed on a regular Flink cluster. It’s also possible to execute a Beam pipeline using Flink’s local execution mode without setting up a cluster. This is helpful for development and debugging of your pipeline.

The Flink Runner and Flink are suitable for large scale, continuous jobs, and provide:

* A streaming-first runtime that supports both batch processing and data streaming programs
* A runtime that supports very high throughput and low event latency at the same time
* Fault-tolerance with exactly-once processing guarantees
* Natural back-pressure in streaming programs
* Custom memory management for efficient and robust switching between in-memory and out-of-core data processing algorithms
* Integration with YARN and other components of the Apache Hadoop ecosystem

The [Beam Capability Matrix](https://beam.apache.org/documentation/runners/capability-matrix/) documents the supported capabilities of the Flink Runner.

## Flink Runner prerequisites and setup

If you want to use the local execution mode with the Flink runner to don’t have to complete any setup.

To use the Flink Runner for executing on a cluster, you have to setup a Flink cluster by following the Flink [setup quickstart](https://ci.apache.org/projects/flink/flink-docs-release-1.1/quickstart/setup_quickstart.html).

To find out which version of Flink you need you can run this command to check the version of the Flink dependency that your project is using:

$ mvn dependency:tree -Pflink-runner |grep flink

...

[INFO] | +- org.apache.flink:flink-streaming-java\_2.10:jar:1.2.1:runtime

...

Here, we would need Flink 1.2.1. Please also note the Scala version in the dependency name. In this case we need to make sure to use a Flink cluster with Scala version 2.10.

For more information, the [Flink Documentation](https://ci.apache.org/projects/flink/flink-docs-release-1.1/) can be helpful.

### Specify your dependency

When using Java, you must specify your dependency on the Flink Runner in your pom.xml.

**<**dependency**>**

**<**groupId**>**org**.**apache**.**beam**</**groupId**>**

**<**artifactId**>**beam**-**runners**-**flink\_2**.**10**</**artifactId**>**

**<**version**>**2.4**.**0**</**version**>**

**<**scope**>**runtime**</**scope**>**

**</**dependency**>**

This section is not applicable to the Beam SDK for Python.

## Executing a pipeline on a Flink cluster

For executing a pipeline on a Flink cluster you need to package your program along will all dependencies in a so-called fat jar. How you do this depends on your build system but if you follow along the [Beam Quickstart](https://beam.apache.org/get-started/quickstart/) this is the command that you have to run:

$ mvn package -Pflink-runner

The Beam Quickstart Maven project is setup to use the Maven Shade plugin to create a fat jar and the -Pflink-runner argument makes sure to include the dependency on the Flink Runner.

For actually running the pipeline you would use this command

$ mvn exec:java -Dexec.mainClass=org.apache.beam.examples.WordCount \

-Pflink-runner \

-Dexec.args="--runner=FlinkRunner \

--inputFile=/path/to/pom.xml \

--output=/path/to/counts \

--flinkMaster=<flink master url> \

--filesToStage=target/word-count-beam--bundled-0.1.jar"

If you have a Flink JobManager running on your local machine you can give localhost:6123 for flinkMaster.

## Pipeline options for the Flink Runner

When executing your pipeline with the Flink Runner, you can set these pipeline options.

|  |  |  |
| --- | --- | --- |
| **Field** | **Description** | **Default Value** |
| runner | The pipeline runner to use. This option allows you to determine the pipeline runner at runtime. | Set to FlinkRunnerto run using Flink. |
| streaming | Whether streaming mode is enabled or disabled; true if enabled. Set to true if running pipelines with unbounded PCollections. | false |
| flinkMaster | The url of the Flink JobManager on which to execute pipelines. This can either be the address of a cluster JobManager, in the form "host:port" or one of the special Strings "[local]" or "[auto]". "[local]" will start a local Flink Cluster in the JVM while "[auto]" will let the system decide where to execute the pipeline based on the environment. | [auto] |
| filesToStage | Jar Files to send to all workers and put on the classpath. Here you have to put the fat jar that contains your program along with all dependencies. | empty |
| parallelism | The degree of parallelism to be used when distributing operations onto workers. | 1 |
| checkpointingInterval | The interval between consecutive checkpoints (i.e. snapshots of the current pipeline state used for fault tolerance). | -1L, i.e. disabled |
| numberOfExecutionRetries | Sets the number of times that failed tasks are re-executed. A value of 0 effectively disables fault tolerance. A value of -1 indicates that the system default value (as defined in the configuration) should be used. | -1 |
| executionRetryDelay | Sets the delay between executions. A value of -1 indicates that the default value should be used. | -1 |
| stateBackend | Sets the state backend to use in streaming mode. The default is to read this setting from the Flink config. | empty, i.e. read from Flink config |

See the reference documentation for the [FlinkPipelineOptions](https://beam.apache.org/documentation/sdks/javadoc/2.4.0/index.html?org/apache/beam/runners/flink/FlinkPipelineOptions.html)[PipelineOptions](https://github.com/apache/beam/blob/master/sdks/python/apache_beam/options/pipeline_options.py) interface (and its subinterfaces) for the complete list of pipeline configuration options.

## Additional information and caveats

### Monitoring your job

You can monitor a running Flink job using the Flink JobManager Dashboard. By default, this is available at port 8081 of the JobManager node. If you have a Flink installation on your local machine that would be http://localhost:8081.

### Streaming Execution

If your pipeline uses an unbounded data source or sink, the Flink Runner will automatically switch to streaming mode. You can enforce streaming mode by using the streaming setting mentioned above.

# Submitting Applications

The spark-submit script in Spark’s bin directory is used to launch applications on a cluster. It can use all of Spark’s supported [cluster managers](http://spark.apache.org/docs/2.2.1/cluster-overview.html#cluster-manager-types)through a uniform interface so you don’t have to configure your application specially for each one.

# Bundling Your Application’s Dependencies

If your code depends on other projects, you will need to package them alongside your application in order to distribute the code to a Spark cluster. To do this, create an assembly jar (or “uber” jar) containing your code and its dependencies. Both [sbt](https://github.com/sbt/sbt-assembly) and [Maven](http://maven.apache.org/plugins/maven-shade-plugin/) have assembly plugins. When creating assembly jars, list Spark and Hadoop as provided dependencies; these need not be bundled since they are provided by the cluster manager at runtime. Once you have an assembled jar you can call the bin/spark-submit script as shown here while passing your jar.

For Python, you can use the --py-files argument of spark-submit to add .py, .zip or .egg files to be distributed with your application. If you depend on multiple Python files we recommend packaging them into a .zip or .egg.

# Launching Applications with spark-submit

Once a user application is bundled, it can be launched using the bin/spark-submit script. This script takes care of setting up the classpath with Spark and its dependencies, and can support different cluster managers and deploy modes that Spark supports:

./bin/spark-submit **\**

--class <main-class> **\**

--master <master-url> **\**

--deploy-mode <deploy-mode> **\**

--conf <key>=<value> **\**

... *# other options*

<application-jar> **\**

[application-arguments]

Some of the commonly used options are:

* --class: The entry point for your application (e.g. org.apache.spark.examples.SparkPi)
* --master: The [master URL](http://spark.apache.org/docs/2.2.1/submitting-applications.html#master-urls) for the cluster (e.g. spark://23.195.26.187:7077)
* --deploy-mode: Whether to deploy your driver on the worker nodes (cluster) or locally as an external client (client) (default: client) **†**
* --conf: Arbitrary Spark configuration property in key=value format. For values that contain spaces wrap “key=value” in quotes (as shown).
* application-jar: Path to a bundled jar including your application and all dependencies. The URL must be globally visible inside of your cluster, for instance, an hdfs:// path or a file:// path that is present on all nodes.
* application-arguments: Arguments passed to the main method of your main class, if any

**†** A common deployment strategy is to submit your application from a gateway machine that is physically co-located with your worker machines (e.g. Master node in a standalone EC2 cluster). In this setup, client mode is appropriate. In client mode, the driver is launched directly within the spark-submit process which acts as a client to the cluster. The input and output of the application is attached to the console. Thus, this mode is especially suitable for applications that involve the REPL (e.g. Spark shell).

Alternatively, if your application is submitted from a machine far from the worker machines (e.g. locally on your laptop), it is common to use clustermode to minimize network latency between the drivers and the executors. Currently, standalone mode does not support cluster mode for Python applications.

For Python applications, simply pass a .py file in the place of <application-jar> instead of a JAR, and add Python .zip, .egg or .py files to the search path with --py-files.

There are a few options available that are specific to the [cluster manager](http://spark.apache.org/docs/2.2.1/cluster-overview.html#cluster-manager-types) that is being used. For example, with a [Spark standalone cluster](http://spark.apache.org/docs/2.2.1/spark-standalone.html) with cluster deploy mode, you can also specify --supervise to make sure that the driver is automatically restarted if it fails with non-zero exit code. To enumerate all such options available to spark-submit, run it with --help. Here are a few examples of common options:

*# Run application locally on 8 cores*

./bin/spark-submit **\**

--class org.apache.spark.examples.SparkPi **\**

--master local[8] **\**

/path/to/examples.jar **\**

100

*# Run on a Spark standalone cluster in client deploy mode*

./bin/spark-submit **\**

--class org.apache.spark.examples.SparkPi **\**

--master spark://207.184.161.138:7077 **\**

--executor-memory 20G **\**

--total-executor-cores 100 **\**

/path/to/examples.jar **\**

1000

*# Run on a Spark standalone cluster in cluster deploy mode with supervise*

./bin/spark-submit **\**

--class org.apache.spark.examples.SparkPi **\**

--master spark://207.184.161.138:7077 **\**

--deploy-mode cluster **\**

--supervise **\**

--executor-memory 20G **\**

--total-executor-cores 100 **\**

/path/to/examples.jar **\**

1000

*# Run on a YARN cluster*

export HADOOP\_CONF\_DIR=XXX

./bin/spark-submit **\**

--class org.apache.spark.examples.SparkPi **\**

--master yarn **\**

--deploy-mode cluster **\**  *# can be client for client mode*

--executor-memory 20G **\**

--num-executors 50 **\**

/path/to/examples.jar **\**

1000

*# Run a Python application on a Spark standalone cluster*

./bin/spark-submit **\**

--master spark://207.184.161.138:7077 **\**

examples/src/main/python/pi.py **\**

1000

*# Run on a Mesos cluster in cluster deploy mode with supervise*

./bin/spark-submit **\**

--class org.apache.spark.examples.SparkPi **\**

--master mesos://207.184.161.138:7077 **\**

--deploy-mode cluster **\**

--supervise **\**

--executor-memory 20G **\**

--total-executor-cores 100 **\**

http://path/to/examples.jar **\**

1000

# Master URLs

The master URL passed to Spark can be in one of the following formats:

|  |  |
| --- | --- |
| **Master URL** | **Meaning** |
| local | Run Spark locally with one worker thread (i.e. no parallelism at all). |
| local[K] | Run Spark locally with K worker threads (ideally, set this to the number of cores on your machine). |
| local[K,F] | Run Spark locally with K worker threads and F maxFailures (see [spark.task.maxFailures](http://spark.apache.org/docs/2.2.1/configuration.html#scheduling) for an explanation of this variable) |
| local[\*] | Run Spark locally with as many worker threads as logical cores on your machine. |
| local[\*,F] | Run Spark locally with as many worker threads as logical cores on your machine and F maxFailures. |
| spark://HOST:PORT | Connect to the given [Spark standalone cluster](http://spark.apache.org/docs/2.2.1/spark-standalone.html) master. The port must be whichever one your master is configured to use, which is 7077 by default. |
| spark://HOST1:PORT1,HOST2:PORT2 | Connect to the given [Spark standalone cluster with standby masters with Zookeeper](http://spark.apache.org/docs/2.2.1/spark-standalone.html#standby-masters-with-zookeeper). The list must have all the master hosts in the high availability cluster set up with Zookeeper. The port must be whichever each master is configured to use, which is 7077 by default. |
| mesos://HOST:PORT | Connect to the given [Mesos](http://spark.apache.org/docs/2.2.1/running-on-mesos.html) cluster. The port must be whichever one your is configured to use, which is 5050 by default. Or, for a Mesos cluster using ZooKeeper, use mesos://zk://.... To submit with --deploy-mode cluster, the HOST:PORT should be configured to connect to the [MesosClusterDispatcher](http://spark.apache.org/docs/2.2.1/running-on-mesos.html#cluster-mode). |
| yarn | Connect to a [YARN](http://spark.apache.org/docs/2.2.1/running-on-yarn.html)cluster in client or cluster mode depending on the value of --deploy-mode. The cluster location will be found based on the HADOOP\_CONF\_DIR or YARN\_CONF\_DIR variable. |

# Loading Configuration from a File

The spark-submit script can load default [Spark configuration values](http://spark.apache.org/docs/2.2.1/configuration.html) from a properties file and pass them on to your application. By default it will read options from conf/spark-defaults.conf in the Spark directory. For more detail, see the section on [loading default configurations](http://spark.apache.org/docs/2.2.1/configuration.html#loading-default-configurations).

Loading default Spark configurations this way can obviate the need for certain flags to spark-submit. For instance, if the spark.master property is set, you can safely omit the --master flag from spark-submit. In general, configuration values explicitly set on a SparkConf take the highest precedence, then flags passed to spark-submit, then values in the defaults file.

If you are ever unclear where configuration options are coming from, you can print out fine-grained debugging information by running spark-submitwith the --verbose option.

# Advanced Dependency Management

When using spark-submit, the application jar along with any jars included with the --jars option will be automatically transferred to the cluster. URLs supplied after --jars must be separated by commas. That list is included on the driver and executor classpaths. Directory expansion does not work with --jars.

Spark uses the following URL scheme to allow different strategies for disseminating jars:

* **file:** - Absolute paths and file:/ URIs are served by the driver’s HTTP file server, and every executor pulls the file from the driver HTTP server.
* **hdfs:**, **http:**, **https:**, **ftp:** - these pull down files and JARs from the URI as expected
* **local:** - a URI starting with local:/ is expected to exist as a local file on each worker node. This means that no network IO will be incurred, and works well for large files/JARs that are pushed to each worker, or shared via NFS, GlusterFS, etc.

Note that JARs and files are copied to the working directory for each SparkContext on the executor nodes. This can use up a significant amount of space over time and will need to be cleaned up. With YARN, cleanup is handled automatically, and with Spark standalone, automatic cleanup can be configured with the spark.worker.cleanup.appDataTtl property.

Users may also include any other dependencies by supplying a comma-delimited list of Maven coordinates with --packages. All transitive dependencies will be handled when using this command. Additional repositories (or resolvers in SBT) can be added in a comma-delimited fashion with the flag --repositories. (Note that credentials for password-protected repositories can be supplied in some cases in the repository URI, such as in https://user:password@host/.... Be careful when supplying credentials this way.) These commands can be used with pyspark, spark-shell, and spark-submit to include Spark Packages.

For Python, the equivalent --py-files option can be used to distribute .egg, .zip and .py libraries to executors.

# More Information

Once you have deployed your application, the [cluster mode overview](http://spark.apache.org/docs/2.2.1/cluster-overview.html) describes the components I

# Beam Capability Matrix

Apache Beam provides a portable API layer for building sophisticated data-parallel processing pipelines that may be executed across a diversity of execution engines, or *runners*. The core concepts of this layer are based upon the Beam Model (formerly referred to as the [Dataflow Model](http://www.vldb.org/pvldb/vol8/p1792-Akidau.pdf)), and implemented to varying degrees in each Beam runner. To help clarify the capabilities of individual runners, we’ve created the capability matrix below.

Individual capabilities have been grouped by their corresponding ***What*** / ***Where*** / ***When*** / ***How*** question:

* ***What*** results are being calculated?
* ***Where*** in event time?
* ***When*** in processing time?
* ***How*** do refinements of results relate?

For more details on the ***What*** / ***Where*** / ***When*** / ***How*** breakdown of concepts, we recommend reading through the [Streaming 102](http://oreilly.com/ideas/the-world-beyond-batch-streaming-102) post on O’Reilly Radar.

Note that in the future, we intend to add additional tables beyond the current set, for things like runtime characterstics (e.g. at-least-once vs exactly-once), performance, etc.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| (expand details)  **What is being computed?** | | | | |
|  | **Beam Model** | **Google Cloud Dataflow** | **Apache Flink** | **Apache Spark** | **Apache Apex** | **Apache Gearpump** | **Apache Hadoop MapReduce** | **JStorm** | **IBM Streams** | **Apache Samza** |
| **ParDo** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** |
| **GroupByKey** | **✓** | **✓** | **✓** | **~** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** |
| **Flatten** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** |
| **Combine** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** |
| **Composite Transforms** | **✓** | **~** | **~** | **~** | **~** | **~** | **✓** | **✓** | **~** | **~** |
| **Side Inputs** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** |
| **Source API** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **~** | **✓** | **✓** | **✓** |
| **Splittable DoFn (SDF)** | **~** | **✓** | **✓** | **~** | **~** | **~** | **✕** | **✕** | **✕** | **~** |
| **Metrics** | **~** | **~** | **~** | **~** | **✕** | **✕** | **~** | **~** | **~** | **~** |
| **Stateful Processing** | **✓** | **~** | **~** | **✕** | **~** | **✕** | **~** | **~** | **~** | **~** |
|  | | | | |  |  |  |  |  |  |
| (expand details)  **Where in event time?** | | | | |  |  |  |  |  |  |
|  | **Beam Model** | **Google Cloud Dataflow** | **Apache Flink** | **Apache Spark** | **Apache Apex** | **Apache Gearpump** | **Apache Hadoop MapReduce** | **JStorm** | **IBM Streams** | **Apache Samza** |
| **Global windows** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** |
| **Fixed windows** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** |
| **Sliding windows** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** |
| **Session windows** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** |
| **Custom windows** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** |
| **Custom merging windows** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** |
| **Timestamp control** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** |
|  | | | | |  |  |  |  |  |  |
| (expand details)  **When in processing time?** | | | | |  |  |  |  |  |  |
|  | **Beam Model** | **Google Cloud Dataflow** | **Apache Flink** | **Apache Spark** | **Apache Apex** | **Apache Gearpump** | **Apache Hadoop MapReduce** | **JStorm** | **IBM Streams** | **Apache Samza** |
| **Configurable triggering** | **✓** | **✓** | **✓** | **✕** | **✓** | **✕** | **✕** | **✓** | **✓** | **✓** |
| **Event-time triggers** | **✓** | **✓** | **✓** | **✕** | **✓** | **✓** | **✕** | **✓** | **✓** | **✓** |
| **Processing-time triggers** | **✓** | **✓** | **✓** | **✓** | **✓** | **✕** | **✕** | **✓** | **✓** | **✓** |
| **Count triggers** | **✓** | **✓** | **✓** | **✕** | **✓** | **✕** | **✕** | **✓** | **✓** | **✓** |
| **[Meta]data driven triggers** | **✕ (**[**BEAM-101**](https://issues.apache.org/jira/browse/BEAM-101)**)** | **✕** | **✕** | **✕** | **✕** | **✕** | **✕** | **✕** | **✕** | **✕** |
| **Composite triggers** | **✓** | **✓** | **✓** | **✕** | **✓** | **✕** | **✕** | **✓** | **✓** | **✓** |
| **Allowed lateness** | **✓** | **✓** | **✓** | **✕** | **✓** | **✓** | **✕** | **✓** | **✓** | **✓** |
| **Timers** | **✓** | **~** | **~** | **✕** | **✕** | **✕** | **✕** | **~** | **~** | **✕** |
|  | | | | |  |  |  |  |  |  |
| (expand details)  **How do refinements relate?** | | | | |  |  |  |  |  |  |
|  | **Beam Model** | **Google Cloud Dataflow** | **Apache Flink** | **Apache Spark** | **Apache Apex** | **Apache Gearpump** | **Apache Hadoop MapReduce** | **JStorm** | **IBM Streams** | **Apache Samza** |
| **Discarding** | **✓** | **✓** | **✓** | **✓** | **✓** | **✓** | **✕** | **✓** | **✓** | **✓** |
| **Accumulating** | **✓** | **✓** | **✓** | **✕** | **✓** | **✕** | **✕** | **✓** | **✓** | **✓** |
| **Accumulating & Retracting** | **✕ (**[**BEAM-91**](https://issues.apache.org/jira/browse/BEAM-91)**)** | **✕** | **✕** | **✕** | **✕** | **✕** | **✕** | **✕** | **✕** | **✕** |
|  | | | | |  |  |  |  |  |  |

# Using the Apache Flink Runner

The old Flink Runner will eventually be replaced by the Portable Runner which enables to run pipelines in other languages than Java. Please see the [Portability page](https://beam.apache.org/contribute/portability/) for the latest state.

**Adapt for:**

* Java SDK

* Python SDK

The Apache Flink Runner can be used to execute Beam pipelines using [Apache Flink](https://flink.apache.org/). When using the Flink Runner you will create a jar file containing your job that can be executed on a regular Flink cluster. It’s also possible to execute a Beam pipeline using Flink’s local execution mode without setting up a cluster. This is helpful for development and debugging of your pipeline.

The Flink Runner and Flink are suitable for large scale, continuous jobs, and provide:

* A streaming-first runtime that supports both batch processing and data streaming programs
* A runtime that supports very high throughput and low event latency at the same time
* Fault-tolerance with exactly-once processing guarantees
* Natural back-pressure in streaming programs
* Custom memory management for efficient and robust switching between in-memory and out-of-core data processing algorithms
* Integration with YARN and other components of the Apache Hadoop ecosystem

The [Beam Capability Matrix](https://beam.apache.org/documentation/runners/capability-matrix/) documents the supported capabilities of the Flink Runner.

## Flink Runner prerequisites and setup

If you want to use the local execution mode with the Flink runner to don’t have to complete any setup.

To use the Flink Runner for executing on a cluster, you have to setup a Flink cluster by following the Flink [setup quickstart](https://ci.apache.org/projects/flink/flink-docs-stable/quickstart/setup_quickstart.html).

### Version Compatibility

The Flink cluster version has to match the version used by the FlinkRunner. To find out which version of Flink please see the table below:

|  |  |
| --- | --- |
| **Beam version** | **Flink version** |
| 2.7.0, 2.6.0 | 1.5.x |
| 2.5.0, 2.4.0, 2.3.0 | 1.4.x |
| 2.2.0 | 1.3.x with Scala 2.10 |
| 2.2.0, 2.1.x | 1.3.x with Scala 2.10 |
| 2.0.0 | 1.2.x with Scala 2.10 |

For retrieving the right version, see the [Flink downloads page](https://flink.apache.org/downloads.html).

For more information, the [Flink Documentation](https://ci.apache.org/projects/flink/flink-docs-stable/) can be helpful.

### Specify your dependency

When using Java, you must specify your dependency on the Flink Runner in your pom.xml.

**<**dependency**>**

**<**groupId**>**org**.**apache**.**beam**</**groupId**>**

**<**artifactId**>**beam**-**runners**-**flink\_2**.**11**</**artifactId**>**

**<**version**>**2.7**.**0**</**version**>**

**</**dependency**>**

This section is not applicable to the Beam SDK for Python.

## Executing a pipeline on a Flink cluster

For executing a pipeline on a Flink cluster you need to package your program along will all dependencies in a so-called fat jar. How you do this depends on your build system but if you follow along the [Beam Quickstart](https://beam.apache.org/get-started/quickstart/) this is the command that you have to run:

$ mvn package -Pflink-runner

The Beam Quickstart Maven project is setup to use the Maven Shade plugin to create a fat jar and the -Pflink-runner argument makes sure to include the dependency on the Flink Runner.

For actually running the pipeline you would use this command

$ mvn exec:java -Dexec.mainClass=org.apache.beam.examples.WordCount \

-Pflink-runner \

-Dexec.args="--runner=FlinkRunner \

--inputFile=/path/to/pom.xml \

--output=/path/to/counts \

--flinkMaster=<flink master url> \

--filesToStage=target/word-count-beam--bundled-0.1.jar"

If you have a Flink JobManager running on your local machine you can give localhost:8081 for flinkMaster.

## Pipeline options for the Flink Runner

When executing your pipeline with the Flink Runner, you can set these pipeline options.

|  |  |  |
| --- | --- | --- |
| **Field** | **Description** | **Default Value** |
| runner | The pipeline runner to use. This option allows you to determine the pipeline runner at runtime. | Set to FlinkRunnerto run using Flink. |
| streaming | Whether streaming mode is enabled or disabled; true if enabled. Set to true if running pipelines with unbounded PCollections. | false |
| flinkMaster | The url of the Flink JobManager on which to execute pipelines. This can either be the address of a cluster JobManager, in the form "host:port" or one of the special Strings "[local]" or "[auto]". "[local]" will start a local Flink Cluster in the JVM while "[auto]" will let the system decide where to execute the pipeline based on the environment. | [auto] |
| filesToStage | Jar Files to send to all workers and put on the classpath. Here you have to put the fat jar that contains your program along with all dependencies. | empty |
| parallelism | The degree of parallelism to be used when distributing operations onto workers. | 1 |
| checkpointingInterval | The interval between consecutive checkpoints (i.e. snapshots of the current pipeline state used for fault tolerance). | -1L, i.e. disabled |
| numberOfExecutionRetries | Sets the number of times that failed tasks are re-executed. A value of 0 effectively disables fault tolerance. A value of -1 indicates that the system default value (as defined in the configuration) should be used. | -1 |
| executionRetryDelay | Sets the delay between executions. A value of -1 indicates that the default value should be used. | -1 |
| stateBackend | Sets the state backend to use in streaming mode. The default is to read this setting from the Flink config. | empty, i.e. read from Flink config |

See the reference documentation for the [FlinkPipelineOptions](https://beam.apache.org/releases/javadoc/2.7.0/index.html?org/apache/beam/runners/flink/FlinkPipelineOptions.html)[PipelineOptions](https://github.com/apache/beam/blob/master/sdks/python/apache_beam/options/pipeline_options.py) interface (and its subinterfaces) for the complete list of pipeline configuration options.

## Additional information and caveats

### Monitoring your job

You can monitor a running Flink job using the Flink JobManager Dashboard. By default, this is available at port 8081 of the JobManager node. If you have a Flink installation on your local machine that would be http://localhost:8081.

### Streaming Execution

If your pipeline uses an unbounded data source or sink, the Flink Runner will automatically switch to streaming mode. You can enforce streaming mode by using the streaming setting mentioned above.